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ABSTRACT 

 

 

 

MOLECULAR EXAMINATION OF THE EVOLUTION AND SEROTYPES OF 

HUMAN ADENOVIRUSES 

 

Michael P. Walsh, PhD 

 

George Mason University, 2010 

 

Dissertation Director: Dr. Donald Seto 

 

 

 

Human adenoviruses (HAdVs) are important human pathogens. Recent advances in 

genome sequencing and sequence analysis have made it possible to study the evolution of 

these viruses in new and interesting ways. These technologies have been used to study 

recombinant and non-recombinant HAdVs. Data from studies of these genomes have also 

revealed possibilities for improving the current methods for classifying HAdVs. 
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CHAPTER 1: Introduction 

 

1.1. HAdV biology 

 

1.1.1. AdV 

 

 Adenoviruses (AdV) are DNA viruses that comprise the family Adenoviridae. 

The first members of this family of viruses were simultaneously isolated as a non-specific 

human respiratory infectious agent from the adenoid tissue of a child in 1953 [1] and also 

simultaneously by the military [2]. Since their identification, many additional members of 

the Adenoviridae family have been identified. These viruses have been shown to affect all 

vertebrates, from birds and fishes to higher primates including chimpanzees and humans.  

Members of this family are separated into five genera, with the taxonomy still undergoing 

revision, particularly those based on new genome and molecular-based data [3].  Human 

adenoviruses (HAdV) can cause pathologies or may have no apparent consequence to the 

host.  The symptoms of adenovirus infections vary, and are organ and tissue specific, 

causing illnesses ranging from the common cold to severe gastrointestinal distress and 

including death [4].  In spite of the diverse nature of the Adenoviridae family, the 

members of this family share elements of a common morphology and similar genomic 

organization. 

 AdVs are non-enveloped or “naked” and have an icosahedral shape. Their genetic 

information consists of a double-stranded linear DNA genome covalently linked to a 

protein (all enclosed in a protein nucleocapsid). The diameter of the virus particles is 

usually 60 to 90 nanometers. Adenovirus genomes have variable sizes ranging 

approximately 30 to 38 kilobases in length. All adenovirus genomes produce a core set of 

proteins, transcribed as “early” or “late” genes, that play essential roles in the virus' 

replication, expression, structure and function [5]. 

 One of the polypeptides produced by AdVs is called “II”, based on a 

transcriptional scheme (Figure 1). This protein is often referred to as the “hexon 

monomer” because trimers of this polypeptide have a hexonal shape. These trimers 

contribute the outer structure of the virus. Three other proteins, which are called “VI”, 

“VIII”, and “IX”, are thought to associate with the hexon protein to provide structural 

stability to the virus particles. AdVs also produce a polypeptide called “III”. This protein 

forms a pentamer that is referred to as a penton base. The penton base associates with 5 

molecules of polypeptide IIIa and the resulting complex is essential to the virus' 

penetration into host cells. AdVs also produce protein IV that forms trimers called fiber 

proteins. These fiber proteins are involved in host interaction and receptor binding 
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resulting in cell tropism. Polypeptides V and VII of the adenovirus are called core 

proteins and are thought to associate with the virus DNA to serve a histone-like packing 

function. Finally, the TP or terminal protein is cross linked to the genome DNA and 

serves a function in adenovirus genome replication [5].  

 

Figure 1. Arrangement of the genes of an adenovirus genome. The multiple elements 

(lines) associated with each gene represent alternative splicing products [5]. 

 

 

 

The hexon, penton and fiber proteins are of great interest as they serve to define 

the individual virus. As they are external, they serve as recognition site for interactions 

with the host and are subject to evolutionary forces. They are useful for „typing‟ such as 

with antibodies and serve as the first method for separating serotypes and species. 

 The overall structure of the adenovirus particle contains 240 hexon complexes 

and 12 pentons. In addition, each of the pentons has a fiber protein attached to it. A 

schematic representation of a cross-section of the particle is contained in the Figure 2. 
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Figure 2. A cross-section of the adenovirus particle. The hexon proteins provide the 

particle with structural stability. The penton and fiber proteins are involved in virus 

penetration and host recognition. The core proteins provide a histone-like packing 

capability for the DNA [5]. 

 

 

 

1.1.2. Transcriptional Circuitry 

 

 The life cycle and genomic arrangement of AdVs are conserved from species to 

species. The adenovirus life cycle is separated into three categories based on the 

transcriptional pathways that these viruses use. The first portion of the cycle is often 

referred to as the “immediate early” phase of virus replication. During this phase the 

virus produces trans-acting regulatory factors that are responsible for activating the 
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downstream genes in its genome [5]. The second phase of the life cycle is the “early” 

phase. The genes involved in this phase produce products that help the virus to evade the 

host immune response, prevent host cell apoptosis, and activate other genes [6]. The 

genes of the immediate early and early phases also alter the host cell so that its proteins 

can be used to replicate the adenovirus genome. The last phase of the adenovirus cycle is 

called the “late” phase. This phase is responsible for the production of the virus' structural 

proteins and their assembly into finished virus particles. All of these phases express genes 

that have alternatively spliced products. This allows the virus to produce proteins that can 

easily interact with the host cells machinery [6].  

 Each adenovirus genome contains complementary inverted terminal repeats 

(ITRs) at each end. The ITRs allow single strands of the virus genome to form origins of 

replication. These single strands are dissociated from the DNA duplex during the virus‟s 

asymmetric strand synthesis [7]. AdV ITRs also provide transcriptional elements. These 

elements have highly conserved sequences including core replication and host 

transcription binding sites [8]. 

 Adjacent to the 5‟ ITR, the first portion of the adenovirus genome encodes the 

E1A and E1B genes. These genes are part of the immediate early phase of the virus life 

cycle and code for products that play a role in the transcriptional activation of genes that 

are located later in the genome. Further along in the genome are the E2A and E2B genes. 

These genes play a role in the early phase of virus replication. Finally, located at the end 

of the genome, there is a cluster of L genes and E3 genes. Products from these genes are 

responsible for the late phase of virus replication. L genes encode for structural proteins 

and the E3 products have been shown to play a role in preventing host cell apoptosis [5]. 

Figure 1 shows a schematic representation of an adenovirus genomic arrangement. 

 All adenovirus replication occurs inside the host cell nucleus. Prior to replication, 

the virus particle must penetrate the cell. As shown in Figure 3, in the first step in this 

process, a fiber (knob) molecule of the adenovirus particle binds to a specific host cell 

receptor, hence cell tropism.  Next, the virus particle is taken into the host cell vacuole 

through phagocytosis. The pentons of the adenovirus particle have properties that are 

toxic to host cells and this toxicity causes the vacuole to break open, releasing the virus 

particle into the host cell cytoplasm. Finally, the virus particle migrates to the nuclear 

membrane and injects its DNA into the nucleus through a nuclear pore [5]. 

Note, the mechanism(s) of virus binding is(are) still vastly unknown. The penton may also 

serve as a recognition protein for cell binding. 
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Figure 3. Penetration of an adenovirus particle into a host cell [5]. 

 

 

 

1.1.3. HAdV 

  

HAdVs are members of the genus Mastadenovirus [3]. There are currently 55 

different types of HAdVs that are separated into 7 species based on biology, proteome, 

immunochemistry and DNA homology. Three additional novel types are reported based 

on genomics [9,10,11]. Both the type number and the species designations are still being 

debated, based on changing definitions and genome and molecular data. For example, 

Number 52 and species G are recent additions [12].  Species are noted by the letters A 

through G. These species are of importance because they infect humans (and other 

primates, depending on definitions) and many of them have been studied extensively, 

from a biological and clinical point of view. 

 Species HAdV-A contains three types (HAdV-A12, -A18, and -A31) [13]. The 

most studied of these viruses is HAdV-A12. This serotype has been completely 

sequenced and annotated. HAdV-A18 and -A31 have also been sequenced and the 

analysis of HAdV-A18 will be discussed in Chapter 3 of this document [14]. The most 

notable characteristic of this species is that it has been shown to cause the development of 

sarcomas in experimentally infected hamsters [15]. 
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 Viruses in species HAdV-B are divided into two sub-species labeled B1 and B2. 

The types of the B1 subspecies are -B3, -B7, -B16, -B21, and -B50. The genomes of 

these types are sequenced and, with the exception of HAdV-B50, have been shown to 

cause upper respiratory infections. The members of the B2 species are types -B11, -B14, 

-B34, -B35, and -B55. These genomes have also been sequenced and, with the exception 

of HAdV-B14 and B55, have been shown to infect the human urinary tract and kidneys 

[16].  HAdV-B14 and HAdV-B55 have been implicated in respiratory infections, a 

clinical finding which has been explored further with genomics and bioinformatics 

[17,11]. 

 Viruses in species HAdV-C include types -C1, -C2, -C5, and -C6. HAdV-C1, -C2 

and -C5 have been sequenced. The members of this species have been implicated in a 

large number of respiratory and asymptomatic infections. Infections caused by members 

of the HAdV-C species may have latent effects that are not well-understood. The specific 

cell types that host this species of adenovirus have not been identified [18]. In addition, 

HAdV-C5 is a potential vaccine and vector candidate which will be discussed in greater 

detail in Chapter 3 [19]. 

 Species HAdV-D contains approximately 32 types. Thirteen of these serotypes (8, 

9, 17, 19, 22, 26, 28, 36, 37, 46, 48, 49 and 53) are sequenced. The types of this species 

have been linked to a variety of symptoms. For example, HAdV-D36 has been suspected 

as a cause of weight gain and obesity in other vertebrates [20]. Also, several members of 

the HAdV-D species are known to cause severe eye infections, such as epidemic 

keratoconjunctivitis (EKC) [21,10]. One recent isolate, HAdV-D53, is highly contagious, 

causes EKC and is the result of molecular recombinations [10].  HAdV type 49 has been 

explored as a possible genetic vector [22]. 

 The only virus in species HADV-E that infects humans is HAdV-E4. In addition, 

there are also four chimpanzee-hosted AdVs that are contained in species HAdV-E4. 

HAdV-E4 is one of the primary agents of an acute respiratory disease (ARD) that affects 

a number of military recruits. Some reports suggest that HAdV-E4 is responsible for as 

much as 99.9% of the adenovirus-caused ARD in the US military [23].  This particular 

type is interesting as the recent versions appear to have a single recombination in the 

Inverted Terminal Repeat (ITR) that appears to result in a more robust infection (personal 

communication with Donald Seto). 

As a result of the public health implications of HAdV-E4, it is one of the few 

HAdVs for which there is a vaccine [4]. 

 Species HAdV-F contains two viruses, HAdV-F40 and HAdV-41, which are 

linked to gastrointestinal ailments [24]. They are also described as fastidious because 

they are difficult to culture in vitro [25]. Both of these HAdV have been fully sequenced. 

 HAdV species G is the most recently reported and accepted HAdV species. The 

sole human representative of this species, HAdV-G52, has been implicated in outbreaks 

of gastroenteritis. This species is also the first to be characterized and identified using 

bioinformatics techniques [12]. 
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1.2. HAdV Evolution 

 

 Molecular evolution is the study of evolution at the nucleic and amino acid level. 

It is integral to the study of HAdV diversity. Changes at the genome level of HAdV have 

led to an expanding number of new types [9,12,10,11]. These changes range from small 

insertion/deletions (indels) and substitutions to homologous recombination events. The 

study of the HAdV diversity is advancing quickly due to technological advancements in 

whole genome sequencing and bioinformatics methods. 

 HAdV genomes are relatively small and encode less than fifty proteins. As a 

result of this, small indels and substitutions in HAdV genomes can have a large effect on 

these viruses. Recent studies have been conducted on the consequences of mutations in 

the fiber gene of HAdV-B11. These studies found that a substitution in a single codon, 

which encodes for an arginine residue at position 279 of the protein, is capable of 

changing the phenotype of the virus to that of HAdV-B7 [26]. Studies such as these help 

to illustrate the importance that indel mutations play in HAdV diversity. 

 Another important driving force in the molecular evolution in HAdV is 

homologous recombination. Recombination events are emerging as a primary source of 

HAdV diversity. Several recent studies have described recombination events that have 

led to changes in cell tropism and phenotype of HAdV [27,10,11]. These events represent 

an important source of new HAdV types and their study can help researchers to a greater 

understanding of how HAdV evolve. 

 In the past, the detailed study of HAdV evolution has been hindered by 

technology. The limited number of available HAdV genome sequences limited high 

resolution studies. Two examples of low resolution HAdV analyses are serum 

neutralization (SN) and hemagglutination inhibition (HI) assays. Serum neutralization 

assays have been used to explore epitopes contained within the HAdV hexon protein. 

This type of assay has been used to classify fifty one distinct “serotypes” of HAdV 

[21,28]. Hemagglutination inhibition assays have been used to examine the 

characteristics of the HAdV fiber protein and further classify the viruses [21,28]. Until 

recently, these assays were the only methods available to differentiate HAdVs.  

 SN and HI assays possess inherent limitations that can interfere with the study of 

HAdV. One of these limitations is that the assays are logistically difficult to perform. The 

tests take time and reagents, such as the viruses themselves, can be difficult (or 

impossible) to culture or manufacture. The difficulty in growing the reagents can slow 

down research. Also, the results of the assays (like many antibody assays) can be 

somewhat subjective. This can lead to incorrect or inconclusive results. Another 

limitation of these assays is the proportion of the genome that they examine. SN targets 

epitopes that are contained within two major loops of the hexon protein [29]. The portion 

of the genome that encodes for these loops is less than three percent of the whole 

genome. HI tests target the knob region of the fiber protein [30]. The fiber knob is 

encoded for by less than two percent of the genome. Even when used together, these 

assays provide only a narrow view of a HAdV genome which is only moderately useful 

for describing the origins and evolution of the virus. 
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 A more recently applied technique for the study of HAdV genomes employs 

restriction endonuclease (RE) analysis [31].  In this method, a genome is digested with a 

panel of defined REs. The resulting genome fragments are subjected to electrophoresis 

which creates a “restriction map” from the unique sized fragments. Restriction maps from 

different HAdVs are compared to explore the degree of similarity and differences 

between genomes.  

 RE analysis has advantages when compared to antibody-based methods such as 

SN and HI. One advantage is that RE analysis explores the whole primary nucleotide 

sequence that is ignored by antibody assays. Another advantage of RE maps is that they 

can be used to examine the entire length of a genome rather than the smaller portions that 

are covered by SN and HI assays. 

 A disadvantage of RE analysis is the result of low resolution of RE maps.  RE 

analysis only examines RE sites, which constitute a small proportion of a genome. This 

means that two genomes with identical RE maps are not necessarily identical.  Also, 

small differences in RE sites can lead to large differences in RE maps.  Relationships 

between genomes must be inferred from RE maps rather than identified from a base by 

base examination of the genome sequences. Higher resolution techniques must be used to 

characterize accurately HAdV sequences and their evolution. 

 Advancements in whole genome sequencing are providing an abundance of data 

for HAdV evolution research. Combined with bioinformatics tools, whole genome 

sequences provide a high-resolution picture of how HAdVs change or evolve in time. It is 

no longer necessary to infer relationships based on antibody or RE data. With sequence 

alignments, recombination scans and other tools (discussed in Chapter 2 of this 

document), the process and pathways by which HAdV species evolve can be 

characterized in more accurate and meaningful ways. 

 Whole genome studies of HAdV are currently providing data that are important in 

several different ways. First, these data are important because they provide information 

about human pathogens. HAdV-B14 is a recently emerging pathogen that has caused 

fatal acute respiratory disease (ARD) outbreaks among civilian and military personnel in 

the US [32,33,17]. The whole genome analysis of HAdV-B14 (described in Chapter 3 of 

this document) may provide information that can help researchers to determine the 

origins of this virus. Second, these data are important because they provide information 

about potential human vaccines and vectors. HAdV-C5 is commonly used in vaccines 

and genetic vectors because of the virus‟s stability over time [19,34,35]. Data from 

bioinformatics studies of HAdV-C5 (Chapter 3) will help scientists to ascertain the 

source of the virus‟s resistance to mutation/recombination and will aid in the search for 

other HAdV vaccine/vector candidates. Third, these data are important because they 

provide information about less commonly researched HAdVs. HAdV-A18 belongs to 

HAdV species A which has been understudied in the past [14]. The data from 

examinations of viruses such as HAdV-A18 can be useful as a reference in the 

exploration of vaccines/vectors and in recombination studies. 

 Whole genome studies have also led to a greater understanding of the role that 

recombination plays in the evolution of HAdVs. Inconsistent SN and HI results have 
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caused researchers to suspect that certain HAdVs are recombinant [36,37,38]. Recently, 

an emerging recombinant HAdV ocular pathogen was isolated in Germany [39]. The 

resulting bioinformatics characterization of this virus, HAdV-D53 (discussed in Chapter 

4 of this document), provided the first computational confirmation of recombination 

events in HAdVs at this high-resolution genome level [10].  

 Recombination studies have been informative as to the nature of re-emerging 

HAdV pathogens. HAdV-B55 (discussed in Chapter 4) has been linked to sporadic 

outbreaks of ARD in China and elsewhere [40,41]. Early sequenced based examinations 

of the hexon of HAdV-B55 indicated that the virus was a variant of HAdV-B11 [41]. 

However, HAdV-B11 is a renal pathogen that is not associated with respiratory illnesses 

[16]. Recombination studies have revealed that the majority (97%) of the genome of 

HAdV-B55 comes directly from HAdV-B14, a respiratory pathogen. Furthermore, the 

virus contains hexon a recombination with HAdV-B11 [11]. 

 Data from the examinations of HAdV-D53 and B55 demonstrate the potential of 

recombination studies to resolve paradoxes and questions from early HAdV research. 

Hexon sequence data indicated that both HAdV-D53 and B55 were variants of existing 

HAdV types (HAdV-D22 and B11, respectively). However, these data were confusing 

because neither virus shared symptoms or tropism with its supposed parents. 

Recombination analysis data revealed that these viruses both contain hexon 

recombinations that led to mischaracterizations of the viruses. HAdV-D53 and B55 do 

not share the properties of their parent viruses because only a small portion of their 

genomes are related to their parents. This small portion, the hexon gene, is the source of 

the apparent paradox in identification.  
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CHAPTER 2: Sequence Analysis 

 

2.1. Introduction 

 

In the past, HAdV genome research has been hindered by a lack of sequence data 

and bioinformatics tools. Without this data, the study of HAdVs has been limited to low 

resolution data such as that gained from restriction enzyme digests and serology-based 

interpretations of the genome [21,31]. Recently, advances in whole genome sequencing 

technologies have changed this paradigm. As a result of the dramatic increase in the 

availability of genome sequence data, the analysis of sequences has become a limiting 

factor in HAdV genome research. To solve this problem, a systematic approach to the 

analysis of annotated HAdV genomes, including software tools, has been developed.  

 

2.2. Genome Analysis Process 

 

The sequence analysis process developed begins with a newly sequenced HAdV 

and includes annotation. In the first step in the analysis of a new sequence, a whole 

genome multiple sequence alignment (MSA) is created that contains the new sequence 

along with every other currently sequenced HAdV. As part of this step, percent identity 

values are calculated from the MSA. Since HAdVs of the same species are similar to one 

another, the percent identity calculations are informative as to the species of the newly 

sequenced HAdV. The percent identity values also give researchers the ability to use data 

from previous studies to elucidate properties of the new sequence. For example, if 

HAdV-D37 shares a high identity with the new sequence, and HAdV-D37 causes eye 

infections, it may be worthwhile to explore the possibility that the new sequence causes 

eye infections as well. Establishing these types of relationships can increase the quality of 

future studies and reduce the time needed to complete them by giving researchers a guide 

to studying a new sequence. 

Phlyogenomics can be defined as the phylogenetic examination of the molecular 

data from a genome [42]. The phylogenomics of the newly sequenced HAdV are 

explored in the next step of the analysis process. In this step, MSA‟s of the three 

serological determinants (penton, hexon, and fiber) of the new virus are created. Next, 

two sections of the hexon MSA are extracted, corresponding to previously published 

studies and primers that isolate hexon loop 1, the variable and defining region [30], and a 

portion of the hexon conserved region [43]. The fiber MSA is then analyzed in a similar 

manner using primers [43] designed to extract the variable knob region of the fiber gene. 

Finally, bootstrapped (one thousand replicates) neighbor joined phylogenetic trees and 
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distance matrices are created from the five resulting MSA‟s (whole genome, penton, 

hexon loop1, hexon conserved 3 and fiber knob). 

Phlyogenetic trees of the new sequence provide several different types of 

information. The whole genome phylogenetic tree and distance matrix values reconfirm 

data obtained from genome percent identity measurements. The hexon loop1 and fiber 

knob trees mimic results from serum neutralization (SN) and hemagglutination (HI) 

assays which are the classical HAdV typing methods. Using phylogenetic trees in lieu of 

these assays greatly reduces the time and effort required to gain information pertaining to 

the hexon and fiber of the new genome.  

When examined as a whole, the five phylogenetic trees can be used to determine 

if a new genome is a variant of an existing genome type or a novel, and perhaps even 

recombinant, genome type. Figure 4 shows an excerpt from a phylogenomic examination 

of a sequenced HAdV isolate called SGN-1222. SGN-1222 was originally designated as 

a variant of HAdV-B11 but forms a clade with HAdV-B55 in all trees. This reveals that 

SGN-1222 is a variant of HAdV-B55 rather than a novel HAdV or a variant of HAdV-

B11. The difference in the clades formed between the two hexon trees reveals that both 

HAdV-B55 and SGN-1222 contain an intra-hexon recombination between HAdV-B11 

and HAdB-B14. Finally, the branch lengths in the clade that contains HAdV-B55, SGN-

1222 and HAdV-B11 in the hexon loop1 tree indicates that these three HAdVs will 

provide identical results in serum neutralization assays. 
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Figure 4. A phylogenomic examination of (SGN-1222) . Selected phylogenetic trees, 

containing HAdV isolate SGN-1222, are pictured. Clades formed in the trees reveal that 

the isolate is a variant of HAdV-B55 and that it contains an intra-hexon recombination. 

 

 

 

In the third step in the process, the new genome is compared to its closest relative, 

as established by percent identity and phylogenomic data, using pairwise whole genome 

alignment visualization. Whole genome alignment visualization allows researchers to 

examine regions of a new genome to determine relationships and indentify possible 

recombination events. Figure 5 shows an example of an alignment visualization that 

examines HAdV-B55 using zPicture software [44]. In the alignment, a close relationship 

between HAdV-B55 and HAdV-B14 is visible (y-axis 90 – 100% identity). However, 

HAdV-B55 shows higher identity to HAdV-B11 in the proximal 3rd of the hexon region. 

This pattern indicates a potential recombination event. 

 
Figure 5. Whole genome alignment visualization. Pairwise alignment visualization of 

HAdV-B55 versus its closest relatives is shown. HAdV-B14 and HAdV-B55 show high 

identity to each other throughout most of their genomes. HAdV-B55 shows higher 

identity to HAdV-B11 in the proximal third of the hexon region indication a possible 

recombination event in this region. 

 

 

 

In the next step in the sequence analysis process, all of the genes and predicted 

proteins in the newly sequenced HAdV are aligned with homologs from other HAdVs 

and percent identity values are calculated. The percent identities from the genes are 

useful in confirming recombination events or other relationships that have been observed 
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earlier in the sequence analysis process (data not shown). Amino acid percent identities 

can be used to determine whether or not the relationships are translated as differences at 

the proteome level. 

In the final stage of the analysis, the new genome is formally examined for 

recombination events using computational tools, such as Simplot [45]. In the first step of 

this recombination analysis a whole genome alignment containing the new sequences and 

several related sequences is examined for such events. When recombination events are 

found in a region of the alignment, that region is excised so that it can be examined using 

a scan with higher resolution. Finally, results from the recombination scans are combined 

with whole genome percent identities, phylogenomic data, genome visualization results 

and amino acid and genes. All of the resulting information is used conjunction with 

whatever is known about the biological context of the virus to determine the potential for 

a recombination event. 

 

2.3. Computational Tools 

 

The genome analyses described make use of a variety of computational tools. 

Many of these are freely available in the public domain. However, some of the tools used 

were not available and had to be designed and developed. 

 

2.3.1. Genome Alignment and Percent Identity Calculation 

 

Two tools were used to align genomes and calculate percent identities. An 

internet accessible and relatively new alignment program, called Multiple Alignment via 

Fast Fourier Transforms (MAFFT) [46], was used to align whole genomes. Percent 

identity values were calculated, based on these alignments, using the percent identity tool 

available as part of the UCSF Chimera program [47]. Both MAFFT and Chimera were 

useful in reducing the time required to complete the genome alignment stage of the 

sequence analysis process. 

MAFFT is a sequence alignment program capable of aligning sequences quickly. 

The speed of the program is the result of the algorithm‟s incorporation of Fast Fourier 

Transforms (FFT), a mathematical formula, to align sequences.  

The use of MAFFT to align sequences was convenient, and possibly necessary, due to the 

size of the alignments used in this project. There a currently over fifty-five sequenced 

HAdV genomes and the length of these genome ranges from 30 to 38 kilobases. Creating 

an alignment of this size can take several hours using Clustal, the current standard tool. 

The same alignment can be constructed in less than ten minutes using MAFFT. 

Furthermore, MAFFT has been shown to be as, or more, accurate than Clustal [48]. The 

combination of high speed and accuracy of MAFFT makes it the best option to create 

HAdV whole genome alignments. 

A program called UCSF Chimera was used to calculate percent identities between 

HAdV genomes [47]. Chimera contains a tool that allows for the computation of percent 

identities from a MSA. This is in contrast to commonly used software, such as EMBOSS 
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[49], which requires pairwise alignment of sequences for calculations. The ability to 

compute genome percent identities from one MSA, rather than the several dozen pairwise 

alignments that would be required by other programs, reduced the time and effort needed 

to complete genome identity calculations. 

 

2.3.2. Phylogenomic Analysis 

 

 The primary tool used for phylogenomic analysis of HAdV genomes was 

Molecular Evolutionary Genetics Analysis (MEGA) [50]. MEGA is an open source 

alignment viewer/editor that provides options for creating phylogenetic distance matrices 

and trees. All trees were constructed using the bootstrap, neighbor joining option 

available within the program. Default parameters were used in all analysis. 

 The distances, upon which the distance matrices and phylogenetic trees are based, 

were calculated from MAFFT MSA‟s using the Maximum Composite Likelihood (MCL) 

method [50,51]. This method maximizes the sum of the log likelihoods for all sequence 

pairs according to a nucleotide substitution pattern. This method was chosen because it is 

the default setting in MEGA, a widely used and well tested phylogenetic program. 

 

2.3.3. Genome Alignment Visualization 

 

 Whole genome pairwise alignment visualization was completed using a web 

accessible alignment software suite called zPicture [44]. This program is similar to other 

types of software, such as mLAGAN [52], in that it uses a BlastZ algorithm [53] to align 

sequences. The resulting alignment can be visualized in two different ways. The first 

visualization uses a sliding window (e.g., 100 bp with a 25 bp moving step) to create a 

smoothed graph of the similarities between sequences. This method of visualization is 

useful for examining sequences of high similarity because it allows for minute 

differences between the sequences to be displayed. The second visualization method uses 

blocks to show regions of similarity between sequences. The size of the blocks is 

determined by gaps in the alignment, and the percent identity is determined and graphed 

for each block. This visualization is useful for comparing regions of less similar 

sequences and can be used to spot potential regions of recombination. 

 zPicture and other programs (mLAGAN, PipMaker) use identical algorithms for 

alignments. The choice to use zPicture, rather than other programs, was based on several 

factors. One of these factors is that zPicture is available on the web 

(http://zpicture.dcode.org/) which increases the ease with which it can be used. Also, 

zPicture contains certain options that are not available with comparable programs. The 

most notable of these options is the ability to visualize alignments using blocks. This 

capability allowed for the visualization to be used as a further check for potential 

recombination events. 

 

2.3.4. Gene/Protein Alignment and Percent Identity Calculation 
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 Two tools were used to calculate percent identity values for individual 

genes/proteins. The first of these tools was a local database (db) of annotated HAdV 

genomes from GenBank. This db was used to facilitate the retrieval of gene/protein 

sequences. The second tool was a Java-based protein alignment percent identity 

calculation program. This program was used to compare homologs from different HAdV 

genomes. Both tools were developed during this project and will be made available to the 

general public via web server. 

 Currently the majority of sequenced and annotated HAdV genomes are stored in 

GenBank. GenBank, however, is not limited to HAdV and encompasses a large body of 

all sequence data. Retrieving HAdV sequence data from GenBank is difficult because 

users must circumvent many thousands of sequences. To alleviate this problem, a local 

HAdV specific db was created for this project. 

 The schema for the local HAdV-DB, shown in Figure 6, has four tables that store 

information from HAdV genomes. The Adenovirus table houses reference information 

relating to each genome. This table allows user to retrieve general information about the 

HAdV including the species, serotype, strain, etc. The remaining tables store the 

sequence information for the virus. The Genome table contains the genome sequences of 

the viruses so that they can be easily accessed for genome alignments and recombination 

studies. The NonCodingFtrs table stores sequence information for all of the non-coding 

features of HAdV genomes. Non-coding sequences are beyond the scope of this 

investigation but were included in the db in the event that they become useful for future 

studies. Finally, CodingFtrs table contains nucleotide sequences and amino acid 

translations of all of the coding sequences in HAdV genomes. This table allows for 

retrieval of sequences by gene/protein name which is useful when aligning homologs 

from different HAdV genomes. 
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Figure 6. HAdV DB Schema. An entity relationship diagram of the schema of a local 

HAdV DB is displayed. Lines indicate foreign key relationships.  

 

 

 

 A series of Java programs was used to populate the HAdV DB. A Java framework 

called BioJava [54] was used to write a script that retrieves genomes from GenBank; 

parses out the necessary information; and feeds that data into the appropriate tables of the 

DB. Another Java framework, Hibernate [55], was used to communicate 

programmatically with the DB. Hibernate has many functions that simplify the process of 

ensuring that the information in the DB remains consistent and synchronized.  

The majority of the programs available for alignment and calculation of percent identities 

were insufficient for this project because they focus on determining relationships between 

one set of homologs rather than all sets of homologs. For example, the percent identity 

between all HAdV hexons can be easily calculated by isolating hexons from the genomes 

of interest and running EMBOSS to determine percent identities. However, determining 

the percent identities between all of the proteins in HAdV-D37 and their homologs in 

HAdV-D19 would require more than thirty runs of EMBOSS. A Java-based program was 

written to decrease the amount of time and effort required to compare homologs of 

different HAdV. 

The percent identity program has three main purposes. First, given two HAdV 

genome annotation files (in GenBank format), the program can align homologs from the 
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two HAdV genomes and calculate percent identities. Second, the program can compare 

homologs that are input as lists via fasta formatted files. Finally, the program is capable 

of parsing coding sequences out of GenBank formatted files. 

The results of the program are calculated from alignments constructed using a BioJava 

implementation of a Needleman-Wunsch algorithm. The software was developed using 

the Java Spring framework [56] so that it could be made available on the WWW. 

 

2.3.5. Recombination Analysis 

 

 There are many different types of recombination analysis software [45,57]. These 

software use a variety of different algorithms to identify potential recombination events. 

Among recombination detection programs, Simplot [45] stands out because of its ease of 

use, logical/understandable algorithm and presentable results. For these reasons, it was 

the primary program used in the recombination studies discussed in this document. 

 The Simplot software is capable of producing two types of analyses that, in 

complementation, can help researchers to identify putative recombination events. The 

first type of scan is called a similarity plot. This scan examines a nucleotide MSA, using 

a user-defined sliding window before calculating and graphing the percent identity 

among the sequences in the alignment. The second type of scan is called a bootscan. A 

bootscan uses a phylogenetic algorithm to determine which of the regions of a MSA are 

most likely to contain recombination events. 

 It is important to understand the bootscan algorithm because any unfamiliarity 

with respect to the algorithm can lead to misinterpretation of the results from bootscans. 

In the first step of the bootscan process, an alignment is input into the program and a 

query sequence is chosen by the user. The query sequence is the sequence that will be 

searched for recombination events. This alignment is then separated into overlapping 

windows based on user input parameters. Next, a user defined number of bootstrapped 

neighbor-joining trees are constructed for each of the resulting overlapping windows. The 

percentage of the trees in which each sequence in the alignment forms a clade with the 

query sequence is calculated for each window and graphed as colored lines.  

 Potential recombination events are easily visible in bootscan graphs as “changes 

in peaks”. Figure 7, is an example of a bootscan that illustrates this change in peaks. In 

most of the first half of the bootscan (positions ~300 to 1400), the query sequence clades 

with HAdV-E4 (the green line). However, the second half of the scan shows a strong 

relationship between the query sequence and HAdV-B11, indicated by a high blue peak. 

This change in peaks, from green to blue, suggests that a recombination event may have 

taken place in the query sequence. 
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Figure 7. Bootscan example of “change in peaks” phenomenon. A bootscan graph shows 

potential recombination between HAdV-B16 and HAdV-E4 at the hexon gene. 

 

 

 

 Identification of potential recombination events in a bootscan is relatively easy 

given the simple graph output. However, overreliance on bootscan output can lead to 

misinterpretation of results. Bootscan output measures the (phylogenetic) relationships 

between sequences on a relative scale. In order to identify correctly a recombination 

event, constant (percent identity, similarity plot) measurements must also be taken into 

account. Figure 8, shows an example that illustrates this point. This figure shows a 

bootscan (top panel) and similarity plot (bottom panel) of HAdV-A18. If one were to 

examine the bootscan alone, it would be easy to conclude that HAdV-A18 has a 

recombination event with HAdV-A31 in the first half of the graph. However, the 

similarity plot graph reveals that HAdV-A18 and HAdV-A31 are only ~85% identical in 

the (potentially) recombinant region. This type of result could mean that not enough data 

was included in the initial scan, or that the recombination is very old and that the 

sequences have since diverged. Either way, the initial bootscan results, taken alone, are 

misleading and could lead to confusion. 
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Figure 8. Recombination results for HAdV-A18. The top panel shows the bootscan result 

for the hexon of HAdV-A18. The panel shows a similarity plot result for the same query. 

The major loops of the hexon are noted at the top of the figure for reference purposes. 

 

 

 

 Another potential source of confusion involved in recombination scan results 

involves the amount of sequence data that is included in the scan. Problems in this area 

can be caused by including either too much or too little sequence data. Too much 

sequence data can be a problem if the sequence similarities interfere with the scan, e.g., 

compete with each other. For example, if two variants of HAdV-E4 are included in the 
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scan, any potential recombinations in HAdV-E4 will be masked. The extra HAdV-E4 

will act as a de facto copy of the query and will always be more similar and more 

potentially “recombinant” than the other sequences in the alignment. Too little sequence 

data can become a problem because it forces researchers to draw conclusions based on 

incomplete data. Figure 9 shows an example of the use of too little sequence data in a 

bootscan. The figure shows two bootscans of HAdV-D54, a recently sequenced member 

of the HAdV-D species where the top panel shows an early version of the bootscan that 

contains the limited number of HAdV-D genomes that were available at the time. This 

panel shows a potential recombination event with HAdV-D9 in the middle of the graph 

(in the hexon region). The bottom panel shows a bootscan done on the same query, when 

more HAdV-D sequences were available. The hexon recombination does not appear in 

this scan, indicating that this recombination was an artifact caused by a lack of sequence 

data. 

 
Figure 9.  Bootscan of HAdV-D54. The top panel shows a bootscan of the HAdV-D54 

genome that contains limited sequence data. The bottom panel shows the same bootscan 

after more sequence data was included. 
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 Finally, Figure 10 shows an ideal result (in terms of the number of sequences 

queried and the clarity of the recombination evidence). The figure shows a bootscan (top 

panel) and similarity plot (bottom panel) of the hexon of HAdV-D53. All available 

sequences were included for analysis and both graphs show strong evidence of a 

recombination event between HAdV-D53 and HAdV-D22. Furthermore, the recombinant 

region has biological significance. This region is biologically significant because it 

encodes for two major loops of the hexon protein. These loops contain the epitopes for 

serum neutralization assays [29,30] and, presumably, for antibody binding. A change in 

this region could give HAdV-D53 a selective advantage over other HAdVs in evading the 

host immune response. 
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Figure 10. HAdV-D53 hexon recombination. The top panel shows bootscan result for the 

hexon of HAdV-D53. The panel shows similarity plot results for the same query. The 

major loops of the hexon are noted at the top of the figure for reference purposes. 

 

 

 

 When determining whether or not a recombination event has taken place, it is 

important not to rely too heavily on one type of data. Similarity plot/bootscan results 

must be independently confirmed using phylogenomic, percent identity, and clinical data. 

 

2.4. Conclusion 

 

 The sequence analysis process described in this chapter allows researchers to 

examine and characterize newly annotated genome quickly and thoroughly. However, the 

true advantage to this method lies in the fact that every step of the process independently 

confirms results from the other steps. These data and analyses complement each other. 

Percent identity data confirms zPicture and Simplot data, Phylogenomic data confirms 

bootscan and zPicture data, etc. This allows researchers to be more confident about 

conclusions that are drawn based on the sequence analysis process. 
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CHAPTER 3: Non-Recombinant Genomes 

 

The study of non-recombinant HAdV genomes is important for several different 

reasons. First, many of these genomes are human pathogens that are capable of causing 

severe or even fatal diseases. Exploration of HAdV genomes, such as these, can provide 

information about the source of the pathogenecity which may be embedded in the 

genome. Studies of these genomes may also lead to possible treatments or vaccines. 

Second, HAdV genomes have been used in vaccine and vector development projects.  

Analyses of genomes used in vaccines and vectors will provide information about the 

stability of these genomes and their rate of molecular evolution. That data can be used to 

improve the development process. Finally, many HAdV types are understudied because 

they are relatively benign or they are difficult to culture. Studies of these genomes can 

provide data that are useful as a reference in comparative genomic studies of other 

HAdV. Parts 1-4 of this chapter contain publications that explore each of these aspects of 

HAdV research. 

 A detailed genomic and bioinformatics analysis of HAdV-B14 comprises Part 1 

of this chapter [17]. HAdV-B14 is a member of subspecies B2, which has been 

implicated in outbreaks of acute respiratory disease (ARD) throughout the world 

[32,58,59]. The B2 subspecies is of interest because of the pathogenecity of many of its 

members. However, unlike HAdV-B14, most B2 HAdVs cause renal ailments. The 

publication describes the most detailed examination of the B2 subspecies to date and will 

be useful in determining why HAdV-B14 causes respiratory rather than renal symptoms. 

 Parts 2 and 3 of this chapter contain publications that examine the vaccine and 

vector development potential of HAdV. The publication presented in Part 2 describes an 

analysis of HAdV-C5 [19]. HAdV-C5 is a respiratory pathogen that is often 

asymptomatic and has been studied for over fifty years. The fifty-year body of data 

provided by HAdV-C5 analyses provided a unique opportunity to examine the stability of 

the genome over time. The findings presented in the paper demonstrate the unusual 

molecular stability of HAdV-C5 and its continued use as a vector or vaccine. 

 The publication presented in Part 3 of this chapter provides a review of the current 

data and tools used for HAdV vaccines and vector research [60]. This paper describes 

detailed analyses of HAdV-B3, B7, HAdV-E4, and HAdV-C5 including recently isolated 

field strains for comparison. All of the HAdV have been explored as possible genetic 

vectors and HAdV-B7 and E4 have been used in vaccine development. The paper 

explores the stability of these strains along with many other factors that may affect their 

suitability as vaccine/vector candidates. 
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 Part 4 of this chapter contains a paper that describes analysis of HAdV-A18 [14]. 

HAdV-A18 is a member of species A. HAdV species A is less studied than other species 

as a result of the limited effects of its members. However, HAdV-A12, another member 

of species A, has been implicated in tumor formation in rodent models. The analysis of 

HAdV-A18 reveals that it contains sequence similarity with HAdV-A12 in the regions 

thought to be linked to the transformation of rodent cells [61,62,14]. 

 The analysis of HAdV-A18 also serves as a reference in present and future 

comparative genomics studies. Comparative genomics studies, such as recombination and 

in silico RE analyses, depend on having available reference genomes. For example, it is 

not possible to study fully the recombination history of HAdV species A without data 

from all of the members of that species. HAdV-A18 was the last member of species A to 

be sequenced and data from its analysis made a recombination study of that species 

possible. The results of the recombination study are presented in the publication. 
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Part 1 

Genomic and bioinformatics analyses of HAdV-14p, reference strain of a re-emerging 

respiratory pathogen and analysis of B1/B2 
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Part 2 

Computational analysis of adenovirus serotype 5 (HAdV-C5) from an HAdV coinfection 

shows genome stability after 45 years of circulation 
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Part 3 

Applying Genomic and Bioinformatic Resources to Human Adenovirus Genomes for Use 

in Vaccine Development and for Applications in Vector Development for Gene Delivery 
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Part 4 

Computational analysis of human adenovirus serotype 18 
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CHAPTER 4: Recombinant Genomes 

 Recent genomics studies indicate that recombination may be a driving force in the 

evolution of HAdV types [63,38,64,10,11]. Recombination events among HAdV have 

been implicated in the genesis of novel types [5]. These recombinations have also been 

linked to changes in virus tropism among re-emergent pathogens [6]. Parts 1-3 of this 

chapter contain publications that describe three of the first recombination studies of 

HAdVs that use genomics in attempt to understand molecular evolution at a fine 

resolution. 

 A genomics, bioinformatics and recombination analysis of HAdV-D53, a severe, 

highly contagious, eye pathogen, is described in the publication that comprises Part 1 of 

this chapter [5]. The paper describes the first computational and detailed examination of 

recombination events among HAdV types. Data from this examination reveal that the 

HAdV-D53 genome is the result of at multiple recombination events. Furthermore, each 

of the genes that encode for the HAdV-D53‟s surface coat proteins (penton, hexon, and 

fiber) originates from a different HAdV (HAdV-D37, HAdV-D22, and HAdV-D8, 

respectively). The evidence presented in the paper suggests that recombinations among 

the HAdV-D species have led to the emergence of a novel pathogen, in this instance, 

HAdV-D53. 

 Part 2 of this chapter contains a paper that describes a bioinformatics analysis of 

HAdV-D22 [27]. The publication‟s major finding is the first description of a penton 

recombination, between HAdV-D22, D37 and D19. The paper also explores the 

possibility of events in other HAdV pentons and suggests that a possible “hot spot” for 

recombinations exists within the gene. These data are interesting because it implies that 

recombination events among HAdV types (especially in the D species) occur more 

frequently than originally thought.  

 The final part of this chapter contains a publication describing the computational 

examination of HAdV-B55, a re-emergent and historically sporadic respiratory pathogen 

[6]. HAdV-B55 was originally mis-identified as a variant of HAdV-B11 because of 

molecular typing results discussed within this publication. Data from this publication 

reveal that HAdV-B55 is most closely related to HAdV-B14. In retrospect and with 

whole genome data, the molecular typing results were confounded by a recombination 

event in the portion of the hexon (both variable loops) that was amplified and sequenced 

as part of the typing process. The variable loops of the hexon constitute less than three 

percent of the genome and are the only part of the virus that is closely related to HAdV-

B11.  

 HAdV-B55 is an example that a small hexon recombination may have had 

profound effects on the virus. This recombination event allows HAdV-B55 to disguise 

itself as a renal pathogen and evade the host defenses. 
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Part 1 

Evidence of Molecular Evolution Driven by Recombination Events Influencing Tropism 

in a Novel Human Adenovirus that Causes Epidemic Keratoconjunctivitis 
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Part 2 

Computational Analysis of Human Adenovirus Type 22 Provides Evidence for 

Recombination among Species D Human Adenoviruses in the Penton Base Gene 
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Part 3 

Computational Analysis Identifies Human Adenovirus Type 55 as a Re-Emergent Acute 

Respiratory Disease Pathogen 
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CHAPTER 5: A Necessary Paradigm Shift in HAdV Nomenclature 

 

The current accepted taxonomy scheme of HAdV classifies the HAdVs into species 

based on biological and clinical data [21]. Within each species, HAdVs are further 

delineated into different “serotypes”. The serotype of a HAdV is determined using 

specific properties of the hexon and fiber genes of the organism and was originally based 

on antibody – antigen reactions or serology (hence, “sero” type)[21].  

The properties used to ascertain the serotype of a HAdV can be measured using 

antibody or molecular typing. Antibody typing uses serum neutralization (SN) and 

hemagglutination inhibition (HI) assays to test whether or not the hexon and fiber 

proteins of a query HAdV are similar to homologs in a previously established serotype 

[1]. In molecular typing, portions of a query HAdV genome that encode for the epitopes 

targeted in SN and HI assays (hexon and fiber genes) are amplified via PCR. The PCR 

products are then sequenced and compared to established serotypes using sequence 

homology software (Blast) [66,30,67,4]. In cases where data from the hexon and fiber 

characterizations disagree, hexon data is given precedence and the virus is often referred 

to as an intermediate strain [36].  

Antibody and molecular typing techniques were the best and only available 

HAdV classification mechanisms for many years. However, these methods are limited in 

the proportion of the genome and virus they explore. SN and hexon molecular typing 

examine a portion of the hexon that constitutes approximately a third of the gene and less 

than three percent of the genome each. HI and fiber molecular typing explore less than a 

third of the fiber gene which accounts for approximately two percent of the genome. The 

ninety-five percent of the genome that is ignored by the assays certainly holds data that 

would be useful in the classification of HAdV.  

The limitations of the current typing techniques have led to contradictions in the 

study of some HAdV. For example, early molecular typing results indicated that HAdV-

D53 (discussed in Chapter 4) was a variant of HAdV-D22 [39]. However, the fact that 

HAdV-D53 had been implicated in outbreaks of severe epidemic keratoconjunctivitus 

(EKC) distinguished it from HAdV-D22 which is not normally pathogenic [39,27]. This 

apparent paradox was not resolved until whole genome analysis of HAdV-D53 revealed 

that the majority of its genome was similar to HAdV-D37, a known causal agent of EKC 

[65,10]. The data from the HAdV-D53 analysis led to its designation as a novel HAdV 

type. HAdV-D53 is referred to as a novel “type” as opposed to “serotype” to distinguish 

it from HAdVs that have been classified using serological methods. 

Advancements in genome sequencing and bioinformatics methods allow for the 

development of a more “comprehensive typing algorithm” (CTA).  This algorithm makes 
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use of all available genome analysis data from phylogenomics (as defined in Chapter 2) 

and recombination analysis to clinical data. The method also incorporates the principles 

of the current typing conventions (which make use of the virus capsid proteins: penton, 

hexon, fiber) so that the contradictions with past HAdV literature can be avoided. The 

sum of the information from all parts of the CTA is combined to determine the degree of 

novelty of a query HAdV sequence and its place in the HAdV taxonomy. 

The phylogenomic examination of a HAdV begins with a whole genome 

phylogenetic tree. The whole genome tree is based on a sequence alignment of all 

available HAdV genomes. This tree can be used to determine the species of a query 

HAdV. Phylogenomic species determination is an improvement over earlier methods 

because it uses the molecular relationship between HAdVs, rather than clinical data that 

can be incomplete or misinterpreted, to discern the species of a HAdV. Furthermore, and 

perhaps surprisingly, data from this method reflects the findings of past literature. Figure 

11 shows a whole genome phylogenetic tree that demonstrates this fact. In the tree, all 

taxa form clades based on the species determinations made by the original authors of the 

reference publication for each HAdV. 
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Figure 11. A whole genome phylogenetic tree of seventy HAdV genomes. The 

name of each taxa has a format that list the GenBank accession number for the genome, 

followed by a “|”, followed by the species of the genome and followed by the serotype of 

the HAdV. The neighbor joining, bootstrapped tree (1000 replicates) was constructed 

using Mega 4. Phylogenetic distances for the tree were calculated using the Maximum 



113 

 

Composite Likelihood method (MCL). Taxa from the same species form distinct clades 

within the tree. 

 

It would be convenient, and therefore tempting, to use some metric of the whole 

genome phylogeny (percent identity or phylogenetic distance values) to determine the 

type of a query HAdV. In this type of method, the shortest distance between any two 

different established HAdV types could be measured and used as a sort of “low bar”. 

Then any query HAdV with a distance from its nearest relative that is larger than the 

“low bar” would be called novel.  

The “low bar” method was explored and inconsistencies in the current genome 

versus type data made it impossible to employ it as a comprehensive typing strategy. The 

most common types of inconsistencies found were cases in which the distance between 

two established HAdVs of the same type was larger than the distance between HAdVs of 

different types. For example, the Maximum Composite Likelihood (MCL) [50,51] 

calculated distance between the reference and field strains of HAdV-B7 is 0.0176, which 

is larger than the distance of 0.0139 between HAdV-B35 and HAdV-B11. Percent 

identity values of these HAdVs show the same relationships indicating that the 

inconsistencies observed are not artifacts of the method of distance calculation. The 

source of the contradictions in the distance values is not yet known but may be related to 

different evolutionary rates among disparate species of HAdVs. Nonetheless, a more 

refined method must be used to determine HAdV types. 

To determine the type of query HAdVs, the phylogenomics of individual genes 

must be examined. The hexon, fiber and penton genes are explored in this step of the 

CTA. These genes encode the surface proteins of the virus. Their role in determining the 

cell tropism of the virus makes them a logical choice for HAdV typing. Furthermore, the 

genes are well studied and information from previous examinations can be incorporated 

into the CTA so that its results remain consistent with past research. 

The HAdV hexon protein contains two major loops (referred to as L1 and L2) that 

hold the epitope targeted by SN assays. Primers that are capable of isolating the portion 

of the hexon gene that encodes for these loops have been developed as part of a 

molecular typing strategy [30]. Only one of the hexon loops is necessary to mimic SN 

results (personal communication). Given the choice of using either loop, it is logical to 

select L1 because it is larger and any phylogeny based on L1 will be less likely to be 

affected by small differences in alignment methods. For these reasons, the 

phylogenomics of the L1 region of the hexon gene have been included in the CTA. 

Recombination studies have revealed that the all of the known HAdV hexon 

recombination events bracket the L1 and L2 regions [10,11]. Downstream of L1 and L2 

is a conserved region (referred to as C4) that constitutes approximately half of the gene 

and shows very little recombination potential. Incorporating phylogenomics data from 

this region into the CTA allows for the identification of potential recombination events. 

Primers that isolate a portion of the C4 region have been developed previously [43] and 

were integrated in to the analysis. 
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The HAdV fiber protein contains a variable region, called the knob. This contains 

the epitope that is targeted in HI assays. This region also contains the determinants for 

cell entry and cell tropism. Primers bracketing the knob region of the fiber gene have 

been published [30] and so the phylogenomics of this region is included as part of the 

CTA in order to mimic HI results. 

The penton protein and gene are often overlooked by antibody and molecular 

typing methods. As a result of this, primers for important portions of the penton gene 

have not been developed. The phylogenetics of the entire penton gene is incorporated into 

the CTA representing this portion of the genome.  

Figure 12 shows a phylogenomic examination of HAdV-B55 and HAdV-B55p1. 

Both of these isolates are members of the HAdV-B2 subspecies, as indicated by the 

whole genome tree. The fact that HAdV-B55 and B55p1 form clades with one another in 

all trees suggests that they are variants of the same HAdV type.  

 
Figure 12. A phylogenetic examination of HAdV-B55 and HAdV-B55p1. The 

genome, penton, hexon conserved, and fiber knob trees reveal a close relationship 

between HAdV-B55, B55p1, HAdV-B14, and HAdV-B14a. The hexon loop 1 tree shows 

a close relationship with HAdV-B11, indicating a recombination event. HAdV-B55 and 

HAdV-B55p1 form clades together in all trees, demonstrating that they are variants of the 

same type. 
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The HAdV-B55 isolates were originally mis-identified as variants of HAdV-B11 

(HAdV-B11a) based on molecular typing data. However, phylogenetic analysis of the 

whole genome, penton, hexon conserved region and fiber knob region clearly indicate 

that HAdV-B55 and HAdV-B55p1 are most closely related to HAdV-B14. Furthermore, 

the discrepancy between the hexon loop 1 and conserved region trees shows a hexon 

recombination (discussed in Chapter 4) that led to the misleading molecular typing 

results.  

Only two logical conclusions can be drawn from the phylogenomic examination 

of the HAdV-B55 isolates. The first conclusion is that HAdV-B55 and B55p1 are 

variants of HAdV-B14. The second conclusion is that the HAdV-B55 isolates are 

variants of a novel HAdV type due to changes in pathology. 

To determine whether or not the isolates of HAdV-B55 represent a novel HAdV 

type, the CTA incorporates biological or clinical data. The phylogenetic trees of both 

hexon regions indicate that the HAdV-B55 variants contain a hexon recombination. This 

data is confirmed by a formal recombination analysis (Figure 5 in chapter 2, also 

discussed in Chapter 4) [11]. However, a recombination event alone is not enough to 

designate a novel HAdV type. Otherwise, biologically insignificant recombination events 

could be used as a basis to name novel types which could lead to confusion in the 

literature. In order for a new type to be defined based on a recombination event, that 

event must have some biological or clinical relevance. It is this relevance that makes the 

claim of a novel type scientifically defensible. 

The recombination event within the genome of HAdV-B55 causes it (and its 

variants) to have a hexon that resembles HAdV-B11, a renal pathogen. However, the rest 

of the HAdV-B55 genome is similar to HAdV-B14 which, like HAdV-B55, causes 

respiratory symptoms. The renal hexon of HAdV-B55 could allow the virus to evade a 

host immune system that is primed to fight respiratory pathogens that are similar to 

HAdV-B14. The biological implications of this evasion are intriguing and lead to the 

conclusion that HAdV-B55 and its variants represent a novel type of HAdV. 

The analysis of HAdV-B55 demonstrates how a new CTA can be used to 

combine phylogenomic, recombination, biological and clinical data to designate a novel 

HAdV type. Furthermore, the analysis of HAdV-B55p1 shows that variants of existing 

types can also be identified using the CTA. This new algorithm makes use of existing 

typing methods and augments them with whole genome analysis to create an exact and 

thorough typing strategy. 
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CHAPTER 6: Future Directions  

 

The previous chapters of this document discuss a new algorithm to study 

comprehensively HAdV genomes and their evolutionary history. This method has been 

useful in the examination of HAdVs with pathogenic or vaccine/vector development 

potential and viruses from species that have been understudied in the past. The algorithm 

has also been used to examine the growing number of newly isolated recombinant HAdV 

genomes. Furthermore, recombination studies have revealed the need for a new 

comprehensive typing method for HAdV which has been developed and incorporated 

into the genome analysis process.  

Each aspect of this new analysis algorithm can be improved with future research. 

First, the study of non-recombinant genomes can be enhanced by standardizing the 

annotation of HAdV genomes. Second, the study of recombinant genomes can be 

improved by more accurately defining the amount of data required to identify a 

recombination event and the best way to deal with the growing amount of data being 

produced by recombination studies.  Finally, the comprehensive typing algorithm (CTA) 

discussed in this document can be improved thorough the development of a standardized 

nomenclature for HAdV variants.  

 The non-recombinant aspects of HAdV genome analysis can be greatly improved 

with the development of standardized annotation for genes and proteins. An annotation of 

HAdV sequences varies widely from genome to genome. Products from the E1A gene, 

for example, can be named according to their size in kilodaltons (eg. E1A 21K in HAdV-

D53), length in residues (eg. E1A 253R in HAdV-D46), or rate of centrifugal 

sedimentation rate (eg. E1A 13S in HAdV-B3). The disparate naming conventions hinder 

homology (and other) studies because they make it more difficult to determine whether or 

not genes or products are, in fact, homologs of one another. 

 The diverse HAdV research community will have to play a large role in any effort 

to standardize the annotations process. One possible method of involving this community 

in an annotation review is to create a publicly available and editable database of HAdV 

sequence data. This Wikipedia-like resource could create an environment where the 

annotation of specific HAdV sequences is standardized by the researchers who are most 

familiar with these sequences. The first step toward developing this type of HAdV 

catalog is the creation of a sequence database similar to the one that is described in 

Chapter 2 of this document. 

 Answering two important questions will improve HAdV recombination studies in 

the future. The first question is “How convincing must data be to support adequately a 
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claim of recombination?” The second question is “What is the best way to undertake 

recombination studies that contain a large number of reference sequences?” 

 The recombination studies discussed in this document describe HAdVs that 

contain clear, almost undeniable recombination events. In all cases, the recombinant 

sequences have a very high degree of similarity (>95%) and bootscan analysis graphs 

show prolonged plateaus at the maximum possible level (100%). In short, these 

recombination claims are very easy to defend scientifically. However, it may be the case 

that these recombination events represent the so called “low fruit” that has been picked 

from the tree. Future recombination studies may have to rely on data that supports a claim 

of recombination in a less convincing manner. For example, the analysis of HAdV-A18 

(discussed in Chapter 3) presents bootscan evidence that indicates the presence of hexon 

recombination. This bootscan data is contradicted by the similarity plot graphs, showing 

only eighty-five percent (85%) similarity in the recombinant region. This contradiction 

raises a question as to what degree of homology is necessary for a defensible claim of 

recombination. Questions, such as these, are likely to become more common as the 

number of HAdV recombination studies increases. 

 The question of how convincing data must be to support a claim of recombination 

will ultimately have to be answered by the HAdV research community through the 

process of peer review. However, it may be logical to incorporate clinical and biological 

data into recombination studies to aid in answering this question. The recombination 

events in HAdV-D53 and HAdV-B55 changed the tropism of these viruses, which has 

biological and clinical implications. These implications make a claim of recombination 

more scientifically convincing.  

 The number of HAdV genomes that are fully sequenced is growing rapidly. The 

large number of sequences available can make recombination studies more difficult. The 

problem with using a high number of sequences in a recombination study is that it 

becomes more difficult to differentiate those sequences in graphs, such as bootscans or 

similarity plots. However, eliminating sequences from the analysis could decrease the 

quality of the analysis. Answering the question of how to deal with numerous sequences 

will be an important part of future recombination studies. 

 One strategy for dealing with a large number of sequences in a recombination 

study is to “pare down” the data in a step-wise fashion. In this method, a first-pass 

recombination analysis is run that contains every possible sequence. Next, the sequences 

that contribute little or nothing to the analysis are removed from the sequence group and 

the recombination scan is run again. This process is repeated until the recombination 

plots are sufficiently clarified. The “pare-down” strategy was employed, to great effect, 

in the recombination studies that are discussed in this document. As the body of HAdV 

sequences grows, this strategy will, most likely, have to be refined in some manner. 

 The comprehensive typing algorithm (CTA) that is discussed in Chapter 5 of this 

document can be improved by standardizing the nomenclature that will be used for 

variants of existing HAdV types. The CTA has been shown to be capable of determining 

the novelty of a query HAdV. The current convention on naming novel HAdVs is to 

name them in sequential order. Since there are currently fifty-five HAdV types, the next 
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novel HAdV to be characterized will be named HAdV-56. This convention is suitable for 

most purposes and is accepted among the HAdV community. However, the typing 

convention for variants of HAdVs is not standardized. This variability of variant names 

could lead to confusion with regard to the identity of HAdVs in the future. 

 It may be possible to standardize variant names in the future, by using less 

variable methods to measure the differences between variants. A popular typing 

convention for variant names that has been used in the past is based on restriction enzyme 

(RE) map differences [Heim ref]. Variants that differ significantly from another strain are 

given letters. This is the case for HAdV-B14a which is a variant of HAdV-B14. Variants 

that differ only slightly from another strain are given numbers. This is the case with 

HAdV-B55p1 which is a variant of HAdV-B55p (the “p” stands for prototype and is 

commonly omitted from the name).  

A major problem with using the RE typing convention is that the degree of 

difference which is required to give a variant a letter name, rather than a number, is ill-

defined. The primary reason that this degree of difference is not defined is that RE maps 

measure sequence identity in a variable way. In a RE analysis, the restriction maps of two 

sequences may be more or less similar, depending upon which enzymes are used to 

construct the maps.  

A less variable method of measuring the difference between sequences could be 

used to overcome the limitations of RE analysis. Percent identity and phylogenetic 

distance measurements between sequences remain relatively constant even when 

different alignment methods are used or extra sequences are added to the analysis.  These 

measurements could be used to define a metric that is required to name a variant with a 

letter. This technique would be similar to the “low bar” method discussed in Chapter 5. It 

is possible that using “low bar” measurements to define variants will prove to be 

impossible, just as they cannot be used to define novel HAdV types. However, the use of 

these measurements is a logical approach that should be explored. 

  The genome analysis method described in this document represents a 

comprehensive way to characterize HAdVs quickly and accurately. This system has 

already produced a wealth of valuable data. As HAdV research progresses, the genome 

analysis algorithm will undoubtedly, evolve and improve. 

 

Note: All references to HAdV-B14a, in this manuscript, describe HAdV-B14p1. The virus 

was originally incorrectly named. 
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APPENDIX 

 

 

 

Java code for the Protein Percent Identities program that is discussed in this Dissertation: 

 

dispacter-servelet.xml 

<?xml version="1.0" encoding="UTF-8"?> 

<beans xmlns="http://www.springframework.org/schema/beans" 

       xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 

       xmlns:p="http://www.springframework.org/schema/p" 

       xmlns:aop="http://www.springframework.org/schema/aop" 

       xmlns:tx="http://www.springframework.org/schema/tx" 

       xsi:schemaLocation="http://www.springframework.org/schema/beans 

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd 

       http://www.springframework.org/schema/aop 

http://www.springframework.org/schema/aop/spring-aop-2.5.xsd 

http://www.springframework.org/schema/tx 

http://www.springframework.org/schema/tx/spring-tx-2.5.xsd"> 

     

    <bean 

class="org.springframework.web.servlet.mvc.support.ControllerClassNameHandlerMapp

ing"/> 

     

    <!-- 

    Most controllers will use the ControllerClassNameHandlerMapping above, but 

    for the index controller we are using ParameterizableViewController, so we must 

    define an explicit mapping for it. 

    --> 

    <bean id="urlMapping" 

class="org.springframework.web.servlet.handler.SimpleUrlHandlerMapping"> 

        <property name="mappings"> 

            <props> 

                <prop key="FastaUploadForm.htm">fastaAlign</prop> 

                <prop key="FastaConvertForm.htm">fastaConvert</prop> 

                <prop key="FileUploadForm.htm">seqAlign</prop> 

                <prop key="index.htm">indexController</prop> 

            </props> 

        </property> 

    </bean> 

     

    <bean id="multipartResolver" 

class="org.springframework.web.multipart.commons.CommonsMultipartResolver"/> 
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    <bean id="viewResolver" 

          class="org.springframework.web.servlet.view.InternalResourceViewResolver" 

          p:prefix="/WEB-INF/jsp/" 

          p:suffix=".jsp" /> 

     

    <!-- 

    The index controller. 

    --> 

    <bean name="indexController" 

          class="org.springframework.web.servlet.mvc.ParameterizableViewController" 

          p:viewName="index" /> 

 

    <bean id="seqAlign" class="controller.SeqAlignController" p:seqAlignService-

ref="seqAlignService"> 

        <property name="commandName" value="seqAlignForm"/> 

        <property name="pages"> 

            <list> 

                <value>FileUploadForm</value> 

                <value>SeqSelectForm</value> 

                <value>SeqConfirmationForm</value> 

            </list> 

        </property> 

    </bean> 

 

    <bean id="fastaAlign" class="controller.FastaAlignController" p:seqAlignService-

ref="seqAlignService"> 

        <property name="commandName" value="fastaAlignForm"/> 

        <property name="pages"> 

            <list> 

                <value>FastaUploadForm</value> 

                <value>FastaSeqSelectForm</value> 

                <value>FastaSeqConfirmationForm</value> 

            </list> 

        </property> 

    </bean> 

 

    <bean id="fastaConvert" class="controller.FastaConvertFormController" 

    p:seqAlignService-ref="seqAlignService"> 

        <property name="commandName" value="fastaForm"/> 

        <property name="commandClass" value="controller.FastaConvertBean"/> 

        <property name="formView" value="FastaConvertForm"/> 

        <property name="successView" value="FastaConvertConfirmation"/> 
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    </bean> 

 

     

</beans> 

 

applicationContext.xml 

<?xml version="1.0" encoding="UTF-8"?> 

<beans xmlns="http://www.springframework.org/schema/beans" 

       xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 

       xmlns:p="http://www.springframework.org/schema/p" 

       xmlns:aop="http://www.springframework.org/schema/aop" 

       xmlns:tx="http://www.springframework.org/schema/tx" 

       xsi:schemaLocation="http://www.springframework.org/schema/beans 

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd 

       http://www.springframework.org/schema/aop 

http://www.springframework.org/schema/aop/spring-aop-2.5.xsd 

       http://www.springframework.org/schema/tx 

http://www.springframework.org/schema/tx/spring-tx-2.5.xsd"> 

     

    <!--bean id="propertyConfigurer" 

          class="org.springframework.beans.factory.config.PropertyPlaceholderConfigurer" 

          p:location="/WEB-INF/jdbc.properties" /> 

     

    <bean id="dataSource" 

          class="org.springframework.jdbc.datasource.DriverManagerDataSource" 

          p:driverClassName="${jdbc.driverClassName}" 

          p:url="${jdbc.url}" 

          p:username="${jdbc.username}" 

          p:password="${jdbc.password}" /--> 

    <bean name="seqAlignService" class="service.SeqAlignService"> 

        <constructor-arg value="/WEB-INF/Res/BLOSUM62.txt"/> 

    </bean> 

    <!-- ADD PERSISTENCE SUPPORT HERE (jpa, hibernate, etc) --> 

     

</beans> 

 

AlignConf.jsp 

<?xml version="1.0" encoding="UTF-8"?> 

<beans xmlns="http://www.springframework.org/schema/beans" 

       xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 

       xmlns:p="http://www.springframework.org/schema/p" 

       xmlns:aop="http://www.springframework.org/schema/aop" 
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       xmlns:tx="http://www.springframework.org/schema/tx" 

       xsi:schemaLocation="http://www.springframework.org/schema/beans 

http://www.springframework.org/schema/beans/spring-beans-2.5.xsd 

       http://www.springframework.org/schema/aop 

http://www.springframework.org/schema/aop/spring-aop-2.5.xsd 

       http://www.springframework.org/schema/tx 

http://www.springframework.org/schema/tx/spring-tx-2.5.xsd"> 

     

    <!--bean id="propertyConfigurer" 

          class="org.springframework.beans.factory.config.PropertyPlaceholderConfigurer" 

          p:location="/WEB-INF/jdbc.properties" /> 

     

    <bean id="dataSource" 

          class="org.springframework.jdbc.datasource.DriverManagerDataSource" 

          p:driverClassName="${jdbc.driverClassName}" 

          p:url="${jdbc.url}" 

          p:username="${jdbc.username}" 

          p:password="${jdbc.password}" /--> 

    <bean name="seqAlignService" class="service.SeqAlignService"> 

        <constructor-arg value="/WEB-INF/Res/BLOSUM62.txt"/> 

    </bean> 

    <!-- ADD PERSISTENCE SUPPORT HERE (jpa, hibernate, etc) --> 

     

</beans> 

 

FastaConvertConfirmation.jsp 

<%--  

    Document   : FastaConvertConfirmation 

    Created on : May 7, 2009, 12:53:03 PM 

    Author     : Michael 

--%> 

<%@ taglib prefix="c" uri="http://java.sun.com/jsp/jstl/core" %> 

<%@ taglib prefix="form" uri="http://www.springframework.org/tags/form" %> 

<%@ taglib prefix="spring" uri="http://www.springframework.org/tags" %> 

<%@page contentType="text/html" pageEncoding="UTF-8"%> 

<!DOCTYPE HTML PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" 

   "http://www.w3.org/TR/html4/loose.dtd"> 

 

<html> 

    <head> 

        <meta http-equiv="Content-Type" content="text/html; charset=UTF-8"> 

        <title>Fasta Conversion Confirmation</title> 

    </head> 
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    <body> 

        <h1>Fasta Conversion Confirmation</h1> 

        <p> 

            Sequence Type: ${fastaForm.seqType} 

        </p> 

        <em>The results are presented in tablular format so that they can easily be<br/> 

        "screen scraped" into a text file</em> 

        <c:if test="${fastaForm.seqType == 'proteins'}"> 

            <table border="1"> 

                <thead> 

                    <tr> 

                        <th align="left">Protein Seqs</th> 

                    </tr> 

                </thead> 

                <tbody> 

                    <c:forEach items="${fastaForm.seqList}" var="seq"> 

                    <tr> 

                        <td>>${seq.geneProd}<br/></td> 

                    </tr> 

                    <tr> 

                        <td>${seq.cdsTransltn}</td> 

                    </tr> 

                    </c:forEach> 

                </tbody> 

            </table> 

            </c:if> 

 

            <c:if test="${fastaForm.seqType == 'nucleotides'}"> 

            <table border="1"> 

                <thead> 

                    <tr> 

                        <th align="left">Nucleotide Seqs</th> 

                    </tr> 

                </thead> 

                <tbody> 

                    <c:forEach items="${fastaForm.seqList}" var="seq"> 

                    <tr> 

                        <td>>${seq.geneProd}<br/></td> 

                    </tr> 

                    <tr> 

                        <td>${seq.cdsSeq}</td> 

                    </tr> 

                    </c:forEach> 
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                </tbody> 

            </table> 

            </c:if> 

    </body> 

</html> 

 

FastaConvertForm.jsp 

<%--  

    Document   : FastaConvertForm 

    Created on : May 7, 2009, 12:52:27 PM 

    Author     : Michael 

--%> 

<%@ taglib prefix="c" uri="http://java.sun.com/jsp/jstl/core" %> 

<%@ taglib prefix="form" uri="http://www.springframework.org/tags/form" %> 

<%@ taglib prefix="spring" uri="http://www.springframework.org/tags" %> 

<%@page contentType="text/html" pageEncoding="UTF-8"%> 

<!DOCTYPE HTML PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" 

   "http://www.w3.org/TR/html4/loose.dtd"> 

 

<html> 

    <head> 

        <meta http-equiv="Content-Type" content="text/html; charset=UTF-8"> 

        <title>Fasta Convert</title> 

    </head> 

    <body> 

        <h1>Input GenBank Files and Output Features in Fasta Format.</h1> 

        <form:form commandName="fastaForm" action="FastaConvertForm.htm" 

        enctype="multipart/form-data"> 

            <input type="file" name="file"/><br/> 

            <form:checkbox path="seqType" label="get protein seqs" value="proteins"/> 

            <form:checkbox path="seqType" label="get nuleotide seqs" 

value="nucleotides"/> 

            <br/> 

            <input type="submit" value="submit"/> 

        </form:form> 

    </body> 

</html> 

 

FastaSeqConfirmation.jsp 

<%--  

    Document   : FastaSeqConfirmationForm 

    Created on : May 10, 2009, 3:44:11 PM 

    Author     : Michael 
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--%> 

 

<%@ taglib prefix="c" uri="http://java.sun.com/jsp/jstl/core" %> 

<%@ taglib prefix="form" uri="http://www.springframework.org/tags/form" %> 

<%@ taglib prefix="spring" uri="http://www.springframework.org/tags" %> 

<%@page contentType="text/html" pageEncoding="UTF-8"%> 

<!DOCTYPE HTML PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" 

   "http://www.w3.org/TR/html4/loose.dtd"> 

 

<html> 

    <head> 

        <meta http-equiv="Content-Type" content="text/html; charset=UTF-8"> 

        <title>JSP Page</title> 

    </head> 

    <body> 

        <h1>Hello World!Page3</h1> 

         <form:form commandName="fastaAlignForm" action="FastaUploadForm.htm"> 

              

             <table border="1"> 

                 <thead> 

                     <tr> 

                         <th></th> 

                         <th></th> 

                     </tr> 

                 </thead> 

                 <tbody> 

                     <tr> 

                         <td valign="top"><c:forEach items="${fastaAlignForm.alteredSeqList}" 

var="seq"> 

                                ${seq.fastaLabel} 

                                <strong> 

                                    Will be compared to-> 

                                </strong><br/> <hr/> 

                              </c:forEach></td> 

                         <td valign="top"><c:forEach 

items="${fastaAlignForm.alteredSeqList2}" var="seq1"> 

                                ${seq1.fastaLabel}  <br/> <hr/> 

 

                              </c:forEach></td> 

                     </tr> 

                 </tbody> 

             </table> 

           <input type="submit" value="submit" name="_finish"/> 
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       <!--</form>--> 

 

       </form:form> 

    </body> 

</html> 

 

FastaSeqSelectForm.jsp 

<%--  

    Document   : FastaSeqSelectForm 

    Created on : May 10, 2009, 3:41:33 PM 

    Author     : Michael 

--%> 

 

<%@ taglib prefix="form" uri="http://www.springframework.org/tags/form" %> 

<%@page contentType="text/html" pageEncoding="UTF-8"%> 

<!DOCTYPE HTML PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" 

   "http://www.w3.org/TR/html4/loose.dtd"> 

 

<html> 

    <head> 

        <meta http-equiv="Content-Type" content="text/html; charset=UTF-8"> 

        <title>JSP Page</title> 

    </head> 

    <body> 

        <h1>Hello World!FastaSeqselect</h1> 

        <form:form commandName="fastaAlignForm" action="FastaUploadForm.htm"> 

            <font color="red"><form:errors path="*" 

delimiter="<br/>"></form:errors></font> 

            <table border="1"> 

                <thead> 

                    <tr> 

                        <th>seq1</th> 

                        <th>seq2</th> 

                    </tr> 

                </thead> 

                <tbody> 

                    <tr> 

                        <td valign="top"> 

                            <form:checkboxes path="alteredIds" 

items="${fastaAlignForm.seqList}" 

                            itemLabel="fastaLabel" itemValue="id" delimiter="<br/><hr/>"/></td> 

                        <td valign="top"><form:checkboxes path="alteredIds2" 

items="${fastaAlignForm.seqList2}" 
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                            itemLabel="fastaLabel" itemValue="id" delimiter="<br/><hr/>"/></td> 

                    </tr> 

                </tbody> 

            </table> 

 

           <input type="submit" value="submit" name="_target2"/> 

       </form:form> 

    </body> 

</html> 

 

FastaUploadForm.jsp 

<%--  

    Document   : FastaUploadForm 

    Created on : May 10, 2009, 3:39:31 PM 

    Author     : Michael 

--%> 

 

<%@ taglib prefix="form" uri="http://www.springframework.org/tags/form" %> 

<%@page contentType="text/html" pageEncoding="UTF-8"%> 

<%@ taglib prefix="c" uri="http://java.sun.com/jsp/jstl/core" %> 

<!DOCTYPE HTML PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" 

   "http://www.w3.org/TR/html4/loose.dtd"> 

 

<html> 

    <head> 

        <meta http-equiv="Content-Type" content="text/html; charset=UTF-8"> 

        <title>JSP Page</title> 

    </head> 

    <body> 

        <h1>Hello World! This is the fastaUpload</h1> 

        <form:form commandName="fastaAlignForm" action="FastaUploadForm.htm" 

        enctype="multipart/form-data"> 

       <!--<form action="" method="POST">--> 

       <table border="1"> 

                 <thead> 

                     <tr> 

                         <th>1st GenBank File</th> 

                         <th>2nd GenBank File</th> 

                     </tr> 

                 </thead> 

                 <tbody> 

                     <tr> 

                         <td><input type="file" name="file"/></td> 
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                         <td><input type="file" name="file2"/></td> 

                     </tr> 

                 </tbody> 

             </table> 

           <input type="submit" value="submit" name="_target1"/><br/> 

           <font color="red"><form:errors path="*" 

delimiter="<br/>"></form:errors></font> 

       <!--</form>--> 

       </form:form> 

    </body> 

</html> 

 

FileUploadForm.jsp 

<%--  

    Document   : FileUploadForm 

    Created on : Apr 29, 2009, 3:51:55 PM 

    Author     : Michael 

--%> 

<%@ taglib prefix="form" uri="http://www.springframework.org/tags/form" %> 

<%@page contentType="text/html" pageEncoding="UTF-8"%> 

<%@ taglib prefix="c" uri="http://java.sun.com/jsp/jstl/core" %> 

<!DOCTYPE HTML PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" 

   "http://www.w3.org/TR/html4/loose.dtd"> 

 

<html> 

    <head> 

        <meta http-equiv="Content-Type" content="text/html; charset=UTF-8"> 

        <title>JSP Page</title> 

    </head> 

    <body> 

        <h1>Hello World! This is the fileupload</h1> 

        <form:form commandName="seqAlignForm" action="FileUploadForm.htm"  

        enctype="multipart/form-data"> 

       <!--<form action="" method="POST">--> 

       <table border="1"> 

                 <thead> 

                     <tr> 

                         <th>1st GenBank File</th> 

                         <th>2nd GenBank File</th> 

                     </tr> 

                 </thead> 

                 <tbody> 

                     <tr> 
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                         <td><input type="file" name="file"/></td> 

                         <td><input type="file" name="file2"/></td> 

                     </tr> 

                 </tbody> 

             </table> 

           <input type="submit" value="submit" name="_target1"/><br/> 

             <font color="red"><form:errors path="*" 

delimiter="<br/>"></form:errors></font> 

            <!-- <c:forEach items="${errors}" var="e"> 

                 <strong font="red">${e}</strong><br/> 

             </c:forEach>--> 

       <!--</form>--> 

       </form:form> 

    </body> 

</html> 

 

SeqConfirmationForm.jsp 

<%--  

    Document   : Page3 

    Created on : Apr 30, 2009, 12:15:57 PM 

    Author     : Michael 

--%> 

<%@ taglib prefix="c" uri="http://java.sun.com/jsp/jstl/core" %> 

<%@ taglib prefix="form" uri="http://www.springframework.org/tags/form" %> 

<%@ taglib prefix="spring" uri="http://www.springframework.org/tags" %> 

<%@page contentType="text/html" pageEncoding="UTF-8"%> 

<!DOCTYPE HTML PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" 

   "http://www.w3.org/TR/html4/loose.dtd"> 

 

<html> 

    <head> 

        <meta http-equiv="Content-Type" content="text/html; charset=UTF-8"> 

        <title>JSP Page</title> 

    </head> 

    <body> 

        <h1>Hello World!Page3</h1> 

         <form:form commandName="seqAlignForm" action="FileUploadForm.htm"> 

             <table border="1"> 

                 <thead> 

                     <tr> 

                         <th></th> 

                         <th></th> 

                     </tr> 
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                 </thead> 

                 <tbody> 

                     <tr> 

                         <td valign="top"><c:forEach items="${seqAlignForm.alteredSeqList}" 

var="seq"> 

                                ${seq.geneProdTrans} 

                                <strong> 

                                    Will be compared to-> 

                                </strong><br/> <hr/> 

                              </c:forEach></td> 

                         <td valign="top"><c:forEach items="${seqAlignForm.alteredSeqList2}" 

var="seq1"> 

                                ${seq1.geneProdTrans}  <br/> <hr/> 

 

                              </c:forEach></td> 

                     </tr> 

                 </tbody> 

             </table> 

           <input type="submit" value="submit" name="_finish"/> 

       <!--</form>--> 

 

       </form:form> 

    </body> 

</html> 

 

SeqSelectForm.jsp 

<%--  

    Document   : SeqSelectForm 

    Created on : Apr 29, 2009, 3:57:01 PM 

    Author     : Michael 

--%> 

<%@ taglib prefix="form" uri="http://www.springframework.org/tags/form" %> 

<%@page contentType="text/html" pageEncoding="UTF-8"%> 

<!DOCTYPE HTML PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" 

   "http://www.w3.org/TR/html4/loose.dtd"> 

 

<html> 

    <head> 

        <meta http-equiv="Content-Type" content="text/html; charset=UTF-8"> 

        <title>JSP Page</title> 

    </head> 

    <body> 

        <h1>Hello World!Seqselect</h1> 
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        <form:form commandName="seqAlignForm" action="FileUploadForm.htm"> 

            <font color="red"><form:errors path="*" 

delimiter="<br/>"></form:errors></font> 

            <table border="1"> 

                <thead> 

                    <tr> 

                        <th>seq1</th> 

                        <th>seq2</th> 

                    </tr> 

                </thead> 

                <tbody> 

                    <tr> 

                        <td valign="top"> 

                            <form:checkboxes path="alteredIds" items="${seqAlignForm.seqList}" 

                            itemLabel="geneProdTrans" itemValue="id" 

delimiter="<br/><hr/>"/></td> 

                        <td valign="top"><form:checkboxes path="alteredIds2" 

items="${seqAlignForm.seqList2}" 

                            itemLabel="geneProdTrans" itemValue="id" 

delimiter="<br/><hr/>"/></td> 

                    </tr> 

                </tbody> 

            </table> 

             

           <input type="submit" value="submit" name="_target2"/> 

       </form:form> 

    </body> 

</html> 

 

redirect.jsp 

<%-- 

Views should be stored under the WEB-INF folder so that 

they are not accessible except through controller process. 

 

This JSP is here to provide a redirect to the dispatcher 

servlet but should be the only JSP outside of WEB-INF. 

--%> 

<%@page contentType="text/html" pageEncoding="UTF-8"%> 

<% response.sendRedirect("index.htm"); %> 

 

FastaAlignController 

/* 

 * To change this template, choose Tools | Templates 



132 

 

 * and open the template in the editor. 

 */ 

 

package controller; 

 

import java.util.ArrayList; 

import java.util.HashMap; 

import java.util.Map; 

import javax.servlet.http.HttpServletRequest; 

import javax.servlet.http.HttpServletResponse; 

import org.springframework.beans.propertyeditors.CustomCollectionEditor; 

import org.springframework.validation.BindException; 

import org.springframework.validation.Errors; 

import org.springframework.web.bind.ServletRequestDataBinder; 

import org.springframework.web.servlet.ModelAndView; 

import org.springframework.web.servlet.mvc.AbstractWizardFormController; 

import service.Featr; 

import service.SeqAlignService; 

 

/** 

 * 

 * @author Michael 

 */ 

public class FastaAlignController extends AbstractWizardFormController { 

    private SeqAlignService seqAlignService; 

 

    public void setSeqAlignService(SeqAlignService seqAlignService) { 

        this.seqAlignService = seqAlignService; 

    } 

 

    public FastaAlignController() { 

        //Initialize controller properties here or 

        //in the Web Application Context 

 

        //setCommandClass(controller.SeqAlignBean.class); 

        //setCommandName("MyCommandName"); 

        //setSuccessView("successView"); 

        //setFormView("formView"); 

        //setCommandName("seqAlignForm"); 

  //setPages(new String[] {"FileUploadForm", "SeqSelectForm", "Page3"}); 

        System.out.println("Constructor:::::::"); 

    } 
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    @Override 

    protected Object formBackingObject(HttpServletRequest request) throws Exception { 

        SeqAlignBean fastaAlignForm = new SeqAlignBean(); 

        //seqAlignForm.setDum("dum"); 

        System.out.println("FBO:::::::: "+ fastaAlignForm.toString()); 

        return fastaAlignForm; 

    } 

 

    @Override 

    protected Map referenceData(HttpServletRequest request, Object command, Errors 

errors, int page) throws Exception { 

        SeqAlignBean  bean = (SeqAlignBean) command; 

        if (getCurrentPage(request)==1){ 

            Map<Object, Object> dataMap = new HashMap<Object, Object>(); 

            bean.setSeqList(seqAlignService.makeFeatureListFromFastaFile(bean.getFile())); 

            

bean.setSeqList2(seqAlignService.makeFeatureListFromFastaFile(bean.getFile2())); 

            //seqAlignService.getProtAlignmentsAndIds("MMMPPVVVM", 

"MMMVVVM"); 

            //bean.setDum(Integer.toString(bean.getSeqList().size())); 

            //dataMap.put("seqList", bean.getSeqList()); 

            System.out.println("RefDataIF0:::::::::::::"+getCurrentPage(request)); 

            return dataMap; 

        } 

        if (getCurrentPage(request)==2){ 

            Map<Object, Object> dataMap = new HashMap<Object, Object>(); 

            bean.setAlteredSeqList(); 

            bean.setAlteredSeqList2(); 

            //bean.setDum(Integer.toString(bean.getAlteredSeqList().size())); 

            //dataMap.put("seqList", bean.getSeqList()); 

            System.out.println("RefDataIF2:::::::::::::"+getCurrentPage(request)); 

            return dataMap; 

        } 

        System.out.println("RefData:::::::::::::"+getCurrentPage(request)); 

 

 

        return super.referenceData(request, command, errors, page); 

    } 

 

 

 

    @Override 
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    protected void onBind(HttpServletRequest request, Object command, BindException 

errors) throws Exception { 

        SeqAlignBean fastaAlignForm = (SeqAlignBean) command; 

        if (getCurrentPage(request)==0){ 

            

//fastaAlignForm.setSeqList(seqAlignService.makeFeatureListFromFastaFile(fastaAlign

Form.getFile())); 

            

//fastaAlignForm.setSeqList2(seqAlignService.makeFeatureListFromFastaFile(fastaAlig

nForm.getFile2())); 

            //seqAlignService.getProtAlignmentsAndIds("MMMPPVVVM", 

"MMMVVVM"); 

            //fastaAlignForm.setDum(Integer.toString(fastaAlignForm.getSeqList().size())); 

        } 

        if (getCurrentPage(request)==1){ 

            System.out.println("errors:::"+errors.getAllErrors().toString()); 

            

//seqAlignForm.setSeqList(seqAlignService.makeCodingFeatureListFromFile(seqAlignF

orm.getFile())); 

//            fastaAlignForm.setAlteredSeqList(); 

//            fastaAlignForm.setAlteredSeqList2(); 

//            

fastaAlignForm.setDum(Integer.toString(fastaAlignForm.getAlteredSeqList().size())); 

        } 

        //seqAlignForm.setDum(Integer.toString(seqAlignForm.getPst().length)); 

        System.out.println("OnBind::::::"+ getCurrentPage(request)); 

    } 

 

    @Override 

    protected void validatePage(Object command, Errors errors, int page) { 

        SeqAlignBean seqAlignForm = (SeqAlignBean) command; 

        System.out.println("Validate::::::::"); 

        if (page==0){ 

            System.out.println("Validate::::::::0" + errors.getErrorCount()); 

//            ValidationUtils.rejectIfEmpty(errors, "file", "2 genbank files must be included"); 

            if(seqAlignForm.getFile().getOriginalFilename().isEmpty()){ 

                System.out.println("Validate::::::::File"); 

                errors.rejectValue("file", "2 genbank files must be included", "The 1st fasta file 

must be included"); 

            }if(seqAlignForm.getFile2().getOriginalFilename().isEmpty()){ 

                System.out.println("Validate::::::::File"); 

                errors.rejectValue("file2", "2 genbank files must be included", "The 2nd fasta 

file must be included"); 
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            } 

            System.out.println("Validate::::::::0afte" + errors.getErrorCount()); 

        } 

        if (page==1){ 

            if(seqAlignForm.getSeqList().size() - 

                    seqAlignForm.getAlteredIds().length!= 

                    seqAlignForm.getSeqList2().size() - 

                    seqAlignForm.getAlteredIds2().length){ 

                System.out.println("Validate::::::::page1"); 

                errors.reject("", "Both columns of the table must contain the same number of 

seqs!"); 

 

            } 

        } 

        //super.validatePage(command, errors, page); 

    } 

 

 

    @Override 

    protected ModelAndView processFinish(HttpServletRequest request, 

HttpServletResponse response, Object command, BindException errors) throws 

Exception { 

        //throw new UnsupportedOperationException("Not supported yet."); 

        SeqAlignBean seqAlignForm = (SeqAlignBean) command; 

        seqAlignForm.setAligns( 

                seqAlignService.getProtAlignsFromFastaFeatrLists( 

                seqAlignForm.getAlteredSeqList(), 

                seqAlignForm.getAlteredSeqList2())); 

        System.out.println("Finish::::::"); 

        return new ModelAndView("AlignConf", "seqAlignForm", seqAlignForm); 

    } 

 

 

 

} 

 

FastaCovertBean.java 

/* 

 * To change this template, choose Tools | Templates 

 * and open the template in the editor. 

 */ 

 

package controller; 
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import java.util.ArrayList; 

import org.springframework.web.multipart.MultipartFile; 

import service.Featr; 

 

/** 

 * 

 * @author Michael 

 */ 

public class FastaConvertBean { 

    private MultipartFile file; 

    private ArrayList<Featr> seqList; 

    private String seqType; 

 

    public String getSeqType() { 

        return seqType; 

    } 

 

    public void setSeqType(String seqType) { 

        this.seqType = seqType; 

    } 

 

 

 

    public MultipartFile getFile() { 

        return file; 

    } 

 

    public void setFile(MultipartFile file) { 

        this.file = file; 

    } 

 

    public ArrayList<Featr> getSeqList() { 

        return seqList; 

    } 

 

    public void setSeqList(ArrayList<Featr> seqList) { 

        this.seqList = seqList; 

    } 

 

 

} 
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FastaConvertFormController.java 

/* 

 * To change this template, choose Tools | Templates 

 * and open the template in the editor. 

 */ 

 

package controller; 

 

import javax.servlet.http.HttpServletRequest; 

import javax.servlet.http.HttpServletResponse; 

import org.springframework.validation.BindException; 

import org.springframework.web.multipart.MultipartFile; 

import org.springframework.web.servlet.ModelAndView; 

import org.springframework.web.servlet.mvc.SimpleFormController; 

import service.SeqAlignService; 

 

/**  

 * 

 * @author Michael 

 */ 

public class FastaConvertFormController extends SimpleFormController { 

    private SeqAlignService seqAlignService; 

 

    public void setSeqAlignService(SeqAlignService seqAlignService) { 

        this.seqAlignService = seqAlignService; 

    } 

 

    public FastaConvertFormController() { 

        //Initialize controller properties here or  

        //in the Web Application Context 

 

        //setCommandClass(MyCommand.class); 

        //setCommandName("MyCommandName"); 

        //setSuccessView("successView"); 

        //setFormView("formView"); 

    } 

     

//    @Override 

//    protected void doSubmitAction(Object command) throws Exception { 

//        throw new UnsupportedOperationException("Not yet implemented"); 

//    } 

 

    //Use onSubmit instead of doSubmitAction  
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    //when you need access to the Request, Response, or BindException objects 

     

    @Override 

    protected ModelAndView onSubmit( 

            HttpServletRequest request,  

            HttpServletResponse response,  

            Object command,  

            BindException errors) throws Exception { 

        FastaConvertBean fastaForm = (FastaConvertBean) command; 

        MultipartFile file = fastaForm.getFile(); 

        fastaForm.setSeqList(seqAlignService.makeCodingFeatureListFromFile(file)); 

        ModelAndView mv = new ModelAndView(getSuccessView(),"fastaForm", 

fastaForm); 

        //Do something... 

        return mv; 

    } 

     

 

} 

 

SeqAlignBean.java 

/* 

 * To change this template, choose Tools | Templates 

 * and open the template in the editor. 

 */ 

 

package controller; 

 

import java.util.ArrayList; 

import org.springframework.web.multipart.MultipartFile; 

import service.Align; 

import service.Featr; 

 

/** 

 * 

 * @author Michael 

 */ 

public class SeqAlignBean { 

    private MultipartFile file; 

    private MultipartFile file2; 

    private ArrayList<Featr> seqList; 

    private ArrayList<Featr> seqList2; 

    private String[] alteredIds; 
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    private String[] alteredIds2; 

    private ArrayList<Featr> alteredSeqList; 

    private ArrayList<Featr> alteredSeqList2; 

    private ArrayList<Align> aligns; 

    private String dum; 

 

    public ArrayList<Align> getAligns() { 

        return aligns; 

    } 

 

    public void setAligns(ArrayList<Align> aligns) { 

        this.aligns = aligns; 

    } 

 

 

    public String[] getAlteredIds2() { 

        return alteredIds2; 

    } 

 

    public void setAlteredIds2(String[] alteredIds2) { 

        this.alteredIds2 = alteredIds2; 

    } 

 

    public ArrayList<Featr> getAlteredSeqList2() { 

        return alteredSeqList2; 

    } 

 

    public void setAlteredSeqList2() { 

        ArrayList<Featr> alteredSeqLists= new ArrayList<Featr>(); 

        for(Featr f: this.seqList2){ 

            String go = "go"; 

            for(String id:this.alteredIds2){ 

                if(f.getId().equals(id)){ 

                    go = "nogo"; 

                } 

            } 

            if(go.equals("go")){ 

                alteredSeqLists.add(f); 

            } 

        } 

        this.alteredSeqList2 = alteredSeqLists; 

    } 
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    public ArrayList<Featr> getSeqList2() { 

        return seqList2; 

    } 

 

    public void setSeqList2(ArrayList<Featr> seqList2) { 

        this.seqList2 = seqList2; 

    } 

 

 

    public String[] getAlteredIds() { 

        return alteredIds; 

    } 

 

    public void setAlteredIds(String[] alteredIds) { 

        this.alteredIds = alteredIds; 

    } 

 

    public String getDum() { 

        return dum; 

    } 

 

    public void setDum(String dum) { 

        this.dum = dum; 

    } 

 

    public ArrayList<Featr> getAlteredSeqList() { 

        return alteredSeqList; 

    } 

 

    public void setAlteredSeqList() { 

        ArrayList<Featr> alteredSeqLists= new ArrayList<Featr>(); 

        for(Featr f: this.seqList){ 

            String go = "go"; 

            for(String id:this.alteredIds){ 

                if(f.getId().equals(id)){ 

                    go = "nogo"; 

                } 

            } 

            if(go.equals("go")){ 

                alteredSeqLists.add(f); 

            } 

        } 

        this.alteredSeqList = alteredSeqLists; 
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    } 

 

    public MultipartFile getFile() { 

        return file; 

    } 

 

    public void setFile(MultipartFile file) { 

        this.file = file; 

    } 

 

    public MultipartFile getFile2() { 

        return file2; 

    } 

 

    public void setFile2(MultipartFile file2) { 

        this.file2 = file2; 

    } 

 

    public ArrayList<Featr> getSeqList() { 

        return seqList; 

    } 

 

    public void setSeqList(ArrayList<Featr> seqList) { 

        this.seqList = seqList; 

    } 

     

 

} 

 

SeqAlignController.java 

/* 

 * To change this template, choose Tools | Templates 

 * and open the template in the editor. 

 */ 

 

package controller; 

 

import java.util.ArrayList; 

import java.util.HashMap; 

import java.util.Map; 

import javax.servlet.http.HttpServletRequest; 

import javax.servlet.http.HttpServletResponse; 

import org.springframework.beans.propertyeditors.CustomCollectionEditor; 
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import org.springframework.validation.BindException; 

import org.springframework.validation.Errors; 

import org.springframework.validation.ValidationUtils; 

import org.springframework.web.bind.ServletRequestDataBinder; 

import org.springframework.web.servlet.ModelAndView; 

import org.springframework.web.servlet.mvc.AbstractWizardFormController; 

import service.Featr; 

import service.SeqAlignService; 

 

/**  

 * 

 * @author Michael 

 */ 

public class SeqAlignController extends AbstractWizardFormController { 

    private SeqAlignService seqAlignService; 

 

    public void setSeqAlignService(SeqAlignService seqAlignService) { 

        this.seqAlignService = seqAlignService; 

    } 

 

    public SeqAlignController() { 

        //Initialize controller properties here or  

        //in the Web Application Context 

 

        //setCommandClass(controller.SeqAlignBean.class); 

        //setCommandName("MyCommandName"); 

        //setSuccessView("successView"); 

        //setFormView("formView"); 

        //setCommandName("seqAlignForm"); 

  //setPages(new String[] {"FileUploadForm", "SeqSelectForm", "Page3"}); 

        System.out.println("Constructor:::::::"); 

    } 

 

    @Override 

    protected Object formBackingObject(HttpServletRequest request) throws Exception { 

        SeqAlignBean seqAlignForm = new SeqAlignBean(); 

        //seqAlignForm.setDum("dum"); 

        System.out.println("FBO:::::::: "+ seqAlignForm.toString()); 

        return seqAlignForm; 

    } 

 

    @Override 



143 

 

    protected Map referenceData(HttpServletRequest request, Object command, Errors 

errors, int page) throws Exception { 

        SeqAlignBean  bean = (SeqAlignBean) command; 

        System.out.println("Ref::::"); 

        if (getCurrentPage(request)==1){ 

            System.out.println("RefDataIF0:::::::::::::"+getCurrentPage(request)); 

            Map<Object, Object> dataMap = new HashMap<Object, Object>(); 

            

bean.setSeqList(seqAlignService.makeCodingFeatureListFromFile(bean.getFile())); 

            

bean.setSeqList2(seqAlignService.makeCodingFeatureListFromFile(bean.getFile2())); 

            //seqAlignService.getProtAlignmentsAndIds("MMMPPVVVM", 

"MMMVVVM"); 

            //bean.setDum(Integer.toString(bean.getSeqList().size())); 

            //dataMap.put("seqList", bean.getSeqList()); 

            return dataMap; 

        } 

        if (getCurrentPage(request)==2){ 

            Map<Object, Object> dataMap = new HashMap<Object, Object>(); 

            bean.setAlteredSeqList(); 

            bean.setAlteredSeqList2(); 

            //bean.setDum(Integer.toString(bean.getAlteredSeqList().size())); 

            //dataMap.put("seqList", bean.getSeqList()); 

            System.out.println("RefDataIF2:::::::::::::"+getCurrentPage(request)); 

            return dataMap; 

        } 

        System.out.println("RefData:::::::::::::"+getCurrentPage(request)); 

         

 

        return super.referenceData(request, command, errors, page); 

    } 

 

    @Override 

    protected void validatePage(Object command, Errors errors, int page) { 

        SeqAlignBean seqAlignForm = (SeqAlignBean) command; 

        System.out.println("Validate::::::::"); 

        if (page==0){ 

            System.out.println("Validate::::::::0" + errors.getErrorCount()); 

//            ValidationUtils.rejectIfEmpty(errors, "file", "2 genbank files must be included"); 

            if(seqAlignForm.getFile().getOriginalFilename().isEmpty()){ 

                System.out.println("Validate::::::::File"); 

                errors.rejectValue("file", "2 genbank files must be included", "The 1st genbank 

files must be included"); 



144 

 

            }if(seqAlignForm.getFile2().getOriginalFilename().isEmpty()){ 

                System.out.println("Validate::::::::File"); 

                errors.rejectValue("file2", "2 genbank files must be included", "The 2nd 

genbank files must be included"); 

            } 

            System.out.println("Validate::::::::0afte" + errors.getErrorCount()); 

        } 

        if (page==1){ 

            if(seqAlignForm.getSeqList().size() -  

                    seqAlignForm.getAlteredIds().length!= 

                    seqAlignForm.getSeqList2().size() - 

                    seqAlignForm.getAlteredIds2().length){ 

                System.out.println(seqAlignForm.getAlteredIds().length+ 

                        ", "+ seqAlignForm.getAlteredIds2().length); 

                System.out.println("Validate::::::::page1"); 

                errors.reject("", "Both columns of the table must contain the same number of 

seqs!"); 

 

            } 

        } 

        //super.validatePage(command, errors, page); 

    } 

 

 

 

    @Override 

    protected void onBind(HttpServletRequest request, Object command, BindException 

errors) throws Exception { 

        SeqAlignBean seqAlignForm = (SeqAlignBean) command; 

        if (getCurrentPage(request)==0){ 

            

//seqAlignForm.setSeqList(seqAlignService.makeCodingFeatureListFromFile(seqAlignF

orm.getFile())); 

            

//seqAlignForm.setSeqList2(seqAlignService.makeCodingFeatureListFromFile(seqAlign

Form.getFile2())); 

            ////seqAlignService.getProtAlignmentsAndIds("MMMPPVVVM", 

"MMMVVVM"); 

            //seqAlignForm.setDum(Integer.toString(seqAlignForm.getSeqList().size())); 

        } 

        if (getCurrentPage(request)==1){ 

            System.out.println("errors:::"+errors.getAllErrors().toString()); 
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//seqAlignForm.setSeqList(seqAlignService.makeCodingFeatureListFromFile(seqAlignF

orm.getFile())); 

//            seqAlignForm.setAlteredSeqList(); 

//            seqAlignForm.setAlteredSeqList2(); 

//            

seqAlignForm.setDum(Integer.toString(seqAlignForm.getAlteredSeqList().size())); 

        } 

        //seqAlignForm.setDum(Integer.toString(seqAlignForm.getPst().length)); 

        System.out.println("OnBind::::::"+ getCurrentPage(request)); 

    } 

 

 

 

    @Override 

    protected ModelAndView processFinish(HttpServletRequest request, 

HttpServletResponse response, Object command, BindException errors) throws 

Exception { 

        //throw new UnsupportedOperationException("Not supported yet."); 

        SeqAlignBean seqAlignForm = (SeqAlignBean) command; 

        seqAlignForm.setAligns( 

                seqAlignService.getProtAlignsFromFeatrLists( 

                seqAlignForm.getAlteredSeqList(), 

                seqAlignForm.getAlteredSeqList2())); 

        System.out.println("Finish::::::"); 

        return new ModelAndView("AlignConf", "seqAlignForm", seqAlignForm); 

    } 

 

     

 

} 

 

Align.java 

/* 

 * To change this template, choose Tools | Templates 

 * and open the template in the editor. 

 */ 

 

package service; 

 

/** 

 * 

 * @author Michael 
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 */ 

public class Align { 

    private String queryLabel; 

    private String targetLabel; 

    private String queryAligned; 

    private String targetAligned; 

    private double percentId; 

 

    public double getPercentId() { 

        return percentId; 

    } 

 

    public void setPercentId(double percentId) { 

        this.percentId = percentId; 

    } 

 

    public String getQueryAligned() { 

        return queryAligned; 

    } 

 

    public void setQueryAligned(String queryAligned) { 

        this.queryAligned = queryAligned; 

    } 

 

    public String getQueryLabel() { 

        return queryLabel; 

    } 

 

    public void setQueryLabel(String queryLabel) { 

        this.queryLabel = queryLabel; 

    } 

 

    public String getTargetAligned() { 

        return targetAligned; 

    } 

 

    public void setTargetAligned(String targetAligned) { 

        this.targetAligned = targetAligned; 

    } 

 

    public String getTargetLabel() { 

        return targetLabel; 

    } 
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    public void setTargetLabel(String targetLabel) { 

        this.targetLabel = targetLabel; 

    } 

 

 

 

} 

 

Featr.java 

/* 

 * To change this template, choose Tools | Templates 

 * and open the template in the editor. 

 */ 

 

package service; 

 

/** 

 * 

 * @author Michael 

 */ 

public class Featr { 

    private String srcAccNum; 

    private String id; 

    private String cdsGene = null; 

    private String cdsProduct; 

    private String cdsLoc = null; 

    private int ftrStart; 

    private String cdsNote = null; 

    private String cdsProtID = null; 

    private String cdsSeq = null; 

    private String cdsTransltn = null; 

    private String ftrName = null; 

    private String ftrNote = null; 

    private String ftrGene = null; 

    private String ftrLoc = null; 

    private String ftrProduct = null; 

    private String ftrSeq = null; 

    private String geneProdTrans = null; 

    private String geneProd = null; 

    private String fastaLabel = null; 

 

    public Featr(){ 
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    } 

 

    public String getFastaLabel() { 

        fastaLabel = this.cdsGene + "<br/>"+ 

                formatLongStr(this.cdsSeq); 

        return fastaLabel; 

    } 

 

 

 

    public String getGeneProd() { 

        geneProd = this.cdsGene + "|"+ 

                this.cdsProduct; 

        return geneProd; 

    } 

 

 

 

    public String getGeneProdTrans() { 

        geneProdTrans = this.cdsGene + "|"+ 

                this.cdsProduct+"<br/>"+ 

                formatLongStr(this.cdsTransltn); 

        return geneProdTrans; 

    } 

 

    public String getId() { 

        return id; 

    } 

 

    public void setId(String id) { 

        this.id = id; 

    } 

 

    public String getCdsGene() { 

        return cdsGene; 

    } 

 

    public void setCdsGene(String cdsGene) { 

        this.cdsGene = cdsGene; 

    } 

 

    public String getCdsLoc() { 

        return cdsLoc; 
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    } 

 

    public void setCdsLoc(String cdsLoc) { 

        this.cdsLoc = cdsLoc; 

    } 

 

    public String getCdsNote() { 

        return cdsNote; 

    } 

 

    public void setCdsNote(String cdsNote) { 

        this.cdsNote = cdsNote; 

    } 

 

    public String getCdsProduct() { 

        return cdsProduct; 

    } 

 

    public void setCdsProduct(String cdsProduct) { 

        this.cdsProduct = cdsProduct; 

    } 

 

    public String getCdsProtID() { 

        return cdsProtID; 

    } 

 

    public void setCdsProtID(String cdsProtID) { 

        this.cdsProtID = cdsProtID; 

    } 

 

    public String getCdsSeq() { 

        return cdsSeq; 

    } 

 

    public void setCdsSeq(String cdsSeq) { 

        this.cdsSeq = cdsSeq; 

    } 

 

    public String getCdsTransltn() { 

        return cdsTransltn; 

    } 

 

    public void setCdsTransltn(String cdsTransltn) { 
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        this.cdsTransltn = cdsTransltn; 

    } 

 

    public String getFtrGene() { 

        return ftrGene; 

    } 

 

    public void setFtrGene(String ftrGene) { 

        this.ftrGene = ftrGene; 

    } 

 

    public String getFtrLoc() { 

        return ftrLoc; 

    } 

 

    public void setFtrLoc(String ftrLoc) { 

        this.ftrLoc = ftrLoc; 

    } 

 

    public String getFtrName() { 

        return ftrName; 

    } 

 

    public void setFtrName(String ftrName) { 

        this.ftrName = ftrName; 

    } 

 

    public String getFtrNote() { 

        return ftrNote; 

    } 

 

    public void setFtrNote(String ftrNote) { 

        this.ftrNote = ftrNote; 

    } 

 

    public String getFtrProduct() { 

        return ftrProduct; 

    } 

 

    public void setFtrProduct(String ftrProduct) { 

        this.ftrProduct = ftrProduct; 

    } 
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    public String getFtrSeq() { 

        return ftrSeq; 

    } 

 

    public void setFtrSeq(String ftrSeq) { 

        this.ftrSeq = ftrSeq; 

    } 

 

    public int getFtrStart() { 

        return ftrStart; 

    } 

 

    public void setFtrStart(int ftrStart) { 

        this.ftrStart = ftrStart; 

    } 

 

    public String getSrcAccNum() { 

        return srcAccNum; 

    } 

 

    public void setSrcAccNum(String srcAccNum) { 

        this.srcAccNum = srcAccNum; 

    } 

 

    public String formatLongStr(String lonstr){ 

        String shrt = null; 

        shrt = lonstr.substring(0,10) + "....."; 

        shrt = shrt + lonstr.substring(lonstr.length() -  10); 

        return shrt; 

    } 

 

 

} 

 

SeqAlignService.java 

/* 

 * To change this template, choose Tools | Templates 

 * and open the template in the editor. 

 */ 

 

package service; 

 

import java.io.BufferedReader; 
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import java.io.IOException; 

import java.io.InputStreamReader; 

import java.util.ArrayList; 

import java.util.Iterator; 

import java.util.NoSuchElementException; 

import org.biojava.bio.BioException; 

import org.biojava.bio.alignment.NeedlemanWunsch; 

import org.biojava.bio.alignment.SequenceAlignment; 

import org.biojava.bio.alignment.SubstitutionMatrix; 

import org.biojava.bio.seq.FeatureFilter; 

import org.biojava.bio.seq.FeatureHolder; 

import org.biojava.bio.seq.ProteinTools; 

import org.biojava.bio.seq.Sequence; 

import org.biojava.bio.seq.SequenceTools; 

import org.biojava.bio.seq.io.SubIntegerTokenization; 

import org.biojava.bio.seq.io.SymbolTokenization; 

import org.biojava.bio.symbol.Alignment; 

import org.biojava.bio.symbol.AlphabetManager; 

import org.biojava.bio.symbol.FiniteAlphabet; 

import org.biojava.bio.symbol.IllegalAlphabetException; 

import org.biojava.bio.symbol.IllegalSymbolException; 

import org.biojava.bio.symbol.Symbol; 

import org.biojavax.RichAnnotation; 

import org.biojavax.bio.seq.RichFeature; 

import org.biojavax.bio.seq.RichLocation; 

import org.biojavax.bio.seq.RichSequence; 

import org.biojavax.bio.seq.RichSequenceIterator; 

import org.springframework.core.io.Resource; 

import org.springframework.web.context.WebApplicationContext; 

import org.springframework.web.multipart.MultipartFile; 

 

/** 

 * 

 * @author Michael 

 */ 

public class SeqAlignService { 

 

    public SeqAlignService(Resource protMat) throws IOException { 

  setProtMat(protMat); 

        System.out.println("file:::::"+getProtMat().getFile().length()); 

  //resource.getInputStream(); 

  //resource.exists(); 
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 } 

     

    private Resource protMat; 

 

    public Resource getProtMat() { 

        return protMat; 

    } 

 

    public void setProtMat(Resource protMat) { 

        this.protMat = protMat; 

    } 

 

    public ArrayList<Featr> makeFeatureListFromFastaFile(MultipartFile file) throws 

IOException, NoSuchElementException, BioException{ 

        BufferedReader b = new BufferedReader ( new InputStreamReader ( 

file.getInputStream() ) ); 

        RichSequenceIterator seqIt = 

org.biojavax.bio.seq.RichSequence.IOTools.readFastaProtein(b, null); 

 

        ArrayList<Featr> list = new ArrayList<Featr>(); 

        int id = 0; 

        while(seqIt.hasNext()){ 

            Featr f = new Featr(); 

            RichSequence seq = seqIt.nextRichSequence(); 

            f.setCdsGene(seq.getURN()); 

            f.setCdsSeq(seq.seqString()); 

            f.setId(Integer.toString(id)); 

            id = id + 1; 

            list.add(f); 

        } 

        return list; 

    } 

 

 

    public ArrayList<Featr> makeCodingFeatureListFromFile(MultipartFile file) 

            throws IllegalAlphabetException, IllegalSymbolException, IOException, 

BioException{ 

        //make a holder for the coding filter 

        RichSequenceIterator seqIt  = getSeqIterFromMultipartFile(file); 

        //FeatureHolder ftrHld = getCdFtrHld(seqIt); 

        FtrHldAndSeq fHS = getCdFtrHldandSeq(seqIt); 

 

//        RichSequence seq = seqIt.nextRichSequence(); 
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        //FeatureFilter src = new FeatureFilter.ByType("source"); 

        //FeatureHolder s = seq.filter(src); 

        ArrayList<Featr> l = new ArrayList<Featr>(); 

        //iterate over the Features in fh 

        int id = 0; 

        for (Iterator i = fHS.getHld().features(); i.hasNext(); ){ 

            Featr ftr = populateCdFeatr(fHS.getSeq(), (RichFeature)i.next()); 

            ftr.setId(Integer.toString(id)); 

            id = id + 1; 

            l.add(ftr); 

        } 

        return l; 

    } 

 

    public RichSequenceIterator getSeqIterFromMultipartFile(MultipartFile file) throws 

IOException{ 

        BufferedReader b = new BufferedReader ( new InputStreamReader ( 

file.getInputStream() ) ); 

        RichSequenceIterator seqIt = 

org.biojavax.bio.seq.RichSequence.IOTools.readGenbankDNA(b, null); 

        return seqIt; 

    } 

 

    public FeatureFilter getCodingFilter(){ 

        FeatureFilter fCode = new FeatureFilter.ByType("CDS"); 

        return fCode; 

    } 

 

    public FtrHldAndSeq getCdFtrHldandSeq(RichSequenceIterator seqIt) 

            throws BioException, NoSuchElementException{ 

        FtrHldAndSeq ftrHldSeq = new FtrHldAndSeq(); 

        FeatureFilter codeFltr = getCodingFilter(); 

        RichSequence seq = seqIt.nextRichSequence(); 

        ftrHldSeq.setSeq(seq); 

        ftrHldSeq.setHld(seq.filter(codeFltr)); 

        return ftrHldSeq; 

    } 

 

    public Featr populateCdFeatr(RichSequence seq, RichFeature f 

            ) throws IllegalAlphabetException, IllegalSymbolException{ 

        Featr ftr = new Featr(); 

        ftr.setSrcAccNum(seq.getAccession()); 

        //parseSrcInfo(fh, ftr); 
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        String gn = ""; 

        String prd = ""; 

        //ftr.setCdsSeq(getSequenceMotifNoSplice(f)); 

        ftr.setCdsSeq(getSequenceMotif(f)); 

        ftr.setCdsLoc(formatLocation(f, ftr)); 

        RichAnnotation an = (RichAnnotation) f.getAnnotation(); 

        if(an.containsProperty("protein_id")){ 

            ftr.setCdsProtID(an.getProperty("protein_id").toString()); 

        } 

        if(an.containsProperty("gene")){ 

            //gn = an.getProperty("gene").toString(); 

            ftr.setCdsGene(an.getProperty("gene").toString()); 

        } 

        if(an.containsProperty("product")){ 

            //prd = an.getProperty("product").toString(); 

            ftr.setCdsProduct(an.getProperty("product").toString()); 

        } 

        if(an.containsProperty("translation")){ 

            ftr.setCdsTransltn(an.getProperty("translation").toString()); 

        } 

        if(an.containsProperty("note")){ 

            ftr.setCdsNote(an.getProperty("note").toString()); 

        } 

        //ftr.setCdsGeneProduct(gn+" "+prd); 

        return ftr; 

    } 

 

    private String formatLocation(RichFeature ftr, Featr ft){ 

        String loc = null; 

        ft.setFtrStart(ftr.getLocation().getMin()); 

        if (ftr.getLocation().toString().contains(":")){ 

            loc = ftr.getLocation().toString(); 

            loc = loc.substring(loc.lastIndexOf(":")+2,loc.lastIndexOf("]") ); 

            } 

        else{ 

            loc = ftr.getLocation().toString(); 

            } 

        if (ftr.getStrand().getValue() < 0){ 

            loc = "(" + loc + ")c"; 

        } 

        if (loc.contains(",")){ 

            loc = loc.replaceAll(",", ", "); 

        } 
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        return loc; 

    } 

 

    private String getSequenceMotif(RichFeature rf) throws IllegalAlphabetException, 

IllegalSymbolException{ 

        Sequence sq = rf.getSequence(); 

        RichLocation l = (RichLocation) rf.getLocation(); 

        Sequence s = null; 

        String sb = ""; 

        for (Iterator i = l.blockIterator(); i.hasNext();){ 

            RichLocation blk = (RichLocation) i.next(); 

            if (rf.getStrand().getValue() < 0){ 

                s = SequenceTools.subSequence(sq, blk.getMin(), blk.getMax()); 

                sb = sb + SequenceTools.reverseComplement(s).seqString(); 

            } 

            else{ 

               s = SequenceTools.subSequence(sq, blk.getMin(), blk.getMax()); 

               sb = sb + s.seqString(); 

            } 

        } 

        //System.out.println(sb); 

        return sb; 

    } 

 

    public Align getProtAlignmentsAndIds(String queryStr, String targetStr) throws 

BioException, NumberFormatException, IOException, Exception{ 

        Align protAlign = new Align(); 

        // The alphabet of the sequences. For this example DNA is choosen. 

        FiniteAlphabet alphabet = 

                (FiniteAlphabet) AlphabetManager.alphabetForName("PROTEIN-TERM"); 

        // Read the substitution matrix file. 

        // For this example the matrix NUC.4.4 is good. 

        SubstitutionMatrix matrix = 

                new SubstitutionMatrix(alphabet, protMat.getFile()); 

        // Define the default costs for sequence manipulation for the global alignment. 

        SequenceAlignment aligner = new NeedlemanWunsch( 

            (short)0,  // match 

            (short)3, // replace 

            (short)2,      // insert 

            (short)2, // delete 

            (short)1,      // gapExtend 

            matrix  // SubstitutionMatrix 

        ); 
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        Sequence query  = ProteinTools.createProteinSequence(queryStr, "query"); 

        Sequence target = ProteinTools.createProteinSequence(targetStr, "target"); 

//            Sequence query  = DNATools.createDNASequence(queryStr, "query"); 

//            Sequence target = DNATools.createDNASequence(targetStr, "target"); 

//            // Perform an alignment and save the results. 

        aligner.pairwiseAlignment( 

            query, // first sequence 

            target // second one 

        ); 

//      // Print the alignment to the screen 

//            System.out.println("Global alignment with Needleman-Wunsch:\n" + 

//                    aligner.getAlignmentString()+ 

//                    aligner.getAlignment(query, 

target).symbolListForLabel(target.getName()).seqString()); 

            //Save the info to the Aign object 

            protAlign.setQueryAligned(aligner.getAlignment( 

                    query, target).symbolListForLabel( 

                    query.getName()).seqString()); 

            protAlign.setTargetAligned(aligner.getAlignment( 

                    query, target).symbolListForLabel( 

                    target.getName()).seqString()); 

            Alignment alignment = aligner.getAlignment(query, target); 

            int matches = 0; 

            for (int i = 1; i <= alignment.length(); i++) { 

                Symbol querySym = alignment.symbolAt(query.getName(), i); 

                Symbol subjectSym = alignment.symbolAt(target.getName(), i); 

                if (querySym!=null && querySym.equals(subjectSym)) matches++; 

            } 

            protAlign.setPercentId((double)matches/(double)alignment.length()); 

            //identity = (double)matches/(double)alignment.length(); 

            //System.out.println(protAlign.getPercentId()); 

            return protAlign; 

    } 

 

    public ArrayList<Align> getProtAlignsFromFeatrLists(ArrayList<Featr> queryList, 

            ArrayList<Featr> targetList) throws BioException, NumberFormatException, 

IOException, Exception{ 

        ArrayList<Align> alignList = new ArrayList<Align>(); 

        int i = 0; 

        for(Featr qF: queryList){ 

            Featr tF = targetList.get(i); 

            i = i+1; 

            Align al = getProtAlignmentsAndIds(qF.getCdsTransltn(), tF.getCdsTransltn()); 
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            al.setQueryLabel(qF.getGeneProd()); al.setTargetLabel(tF.getGeneProd()); 

            alignList.add(al); 

        } 

 

        return alignList; 

    } 

 

    public ArrayList<Align> getProtAlignsFromFastaFeatrLists(ArrayList<Featr> 

queryList, 

            ArrayList<Featr> targetList) throws BioException, NumberFormatException, 

IOException, Exception{ 

        ArrayList<Align> alignList = new ArrayList<Align>(); 

        int i = 0; 

        for(Featr qF: queryList){ 

            Featr tF = targetList.get(i); 

            i = i+1; 

            Align al = getProtAlignmentsAndIds(qF.getCdsSeq(), tF.getCdsSeq()); 

            al.setQueryLabel(qF.getCdsGene()); al.setTargetLabel(tF.getCdsGene()); 

            alignList.add(al); 

        } 

 

        return alignList; 

    } 

 

 

    public class FtrHldAndSeq{ 

        private FeatureHolder hld; 

        private RichSequence seq; 

 

        public FeatureHolder getHld() { 

            return hld; 

        } 

 

        public void setHld(FeatureHolder hld) { 

            this.hld = hld; 

        } 

 

        public RichSequence getSeq() { 

            return seq; 

        } 

 

        public void setSeq(RichSequence seq) { 

            this.seq = seq; 
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        } 

 

    } 

} 
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